Software Product Line Test List Generation based on Harmony Search Algorithm with Constraints Support
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Abstract—In software product line (SPL), selecting product’s features to be tested is an essential issue to enable the manufactory to release new products earlier than others. Practically, it is impossible to test all the products’ features (i.e. exhaustive testing). Evidence has shown that several SPL strategies have been proposed to generate the test list for testing purpose. Nevertheless, all the existing strategies failed to produce an optimum test list for all cases. Thus, the current study is aimed to develop a new SPL test list generation strategy based on Harmony Search (HS) algorithm, namely SPL-HS. SPL-HS generates a minimum number of test cases that cover all of the features that are required to be tested based on the required interaction degree (t). The results demonstrate that the performance of SPL-HS is able to compete with the existing SPL strategies for generating test list size.
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I. INTRODUCTION

A software product line (SPL) is a set of a common software-objects that are collected to handle certain tasks [1]. These software-objects are in accordance with the software features. Testing the interface between all the features is aimed to ensure accurate communication and the data transfer between the software’s features. Testing of all the features is a challenge as testing all possible interactions is intractable. Nevertheless, many researchers use the combinatorial testing to generate the test list of SPL products [2].

The main challenge of SPL is to minimize the possible test cases during test case generation with constraints supports [3]. To address this issue, many strategies have been implemented, however, none of these are successful to generate the optimum test list. Johansen et al. adopted the notion of covering arrays in their strategy called SPLCAT [4] in which each column represents one feature and each row represents one product configuration. Furthermore, Microsoft has produced a tool called Pairwise Independent Combinatorial Testing (PICT) [5]. PICT uses random selection to generate a test suite. As an alternate, LOOKUP [6] uses In Parameter Oredser Generation (IPOG) approach combined with Minimum Invalid Tuples (MIT) for testing suite generation. Although these strategies are able to generate test suit, but are not well optimized. Generally, minimizing test suite is an optimization problem. Harmony Search algorithm (HS) has been applied to solve many optimization problems. HS demonstrates an excellent performance in test cases optimization compared to the other optimizations algorithms [7, 9]. Nevertheless, the HS in a previous study [10] failed to demonstrate the support for high system configuration. Therefore, the current study has extended work of a previous study [11] and adopted HS in SPL testing and supported high configurations.

The contributions of this paper are as follows:

- A New Software Product Line Testing Strategy has been developed based on HS, called (SPL-HS).
- The constraint combinations of the features have been addressed by carrying out the test cases.

The rest of the paper as: Section 2 will illustrate the SPL background, Section 3 will explain the proposed strategy, Results and discussion will be presented in Section 4, in the last section, the conclusion will be presented.

II. SPL BACKGROUND

For testing a SPL, there is a need for testing all possible interaction between features. Fig. 1 illustrates the example of Smartphone’s Features. Most of the Smartphones like Samsung, IPad, and Nexus 7 are under a similar product line because the devices share some common features such as Wi-Fi, Sim card, Bluetooth, GP, and etc. As such, for testing the interaction between such smartphone, each feature represents as ON or OFF, where ON indicates that the feature is presented in the new product while OFF indicates the opposite. Table 1 demonstrates the values for only three features (i.e. Wi-Fi, Bluetooth, and GPS). There are 8 test cases were applied for testing this feature as shown in Table 2 (i.e. Exhaustive testing). For four features, there are 16 test cases are required to test all the combinations. Hence, generating test cases is NP-hard problem. Normally, a SPL contains more features. For testing the combinations for 20 features, then the generated test cases are 1048576 test cases. If each test case requires five minutes, testing 20 features will take 5,242,880 minutes (around 87381 hours) for exhaustive testing.

Combinatorial Testing (CT) is a method for generating an array (CA) test suite with the consideration of interactions between features of SPL [12]. On that account, during testing any software that has several inputs of features, it is not possible to trigger errors or bugs with any combination of the system features. Therefore, the testing...
requires interaction strength that can reduce the number of test cases based on the identified requirements or based on tester experience.

Each feature of the smartphone is treated as an input parameter with value on and off as shown in Table 1. The exhaustive test list consists of $2 \times 2 \times 2$, which are 8 test cases as shown in Table 2.

The process of SPL-HS in 2-way interaction strength (i.e. $t = 2$) is described as below:

First, the interactions between the features are: Wi-Fi x Bluetooth ($2 \times 2 = 4$ combinations), Wi-Fi x GPS ($2 \times 2 = 4$ combinations), and Bluetooth x GPS ($2 \times 2 = 4$ combinations).

Then, SPL-HS is able to generate a test list with 4 test cases or more but less than 8 test cases.

III. PROPOSED STRATEGY SPL-HS

This paper proposes a new t-way strategy to generate test cases for SPL testing based on HS with constraint support called (SPL-HS). On that account, HS uses to select only valid products from all possible products. The following steps illustrate on how HS applies in SPL testing.

The implantation of the proposed strategy involves three main parts: a) interaction list generation, b) constraint handling and c) test case generation.

A. Interaction List Generation

In this stage, the SPL-HS will generate all possible interaction between the features according to the interaction degree ($t$) as in Table 3.

Each digit of a binary number represents a single possible interaction. The binary number 11100, represents the interaction combination index for WiFi, Camera, and GPS, while 11010 represents the interaction combination index for WiFi, Camera, and Media and etc. (see Table 3).

In SPL, each feature has two possible values, namely On or Off (i.e. selected or not selected in the new product). Table 4 demonstrates the example of the interaction elements list of the first index 11100 (i.e. WiFi, GPS and Camera). Moreover, there are additional interaction element lists available for the other indexes (11010, 11001, 10110, 10101, 10011, 01110, 01101, 01011, 00111).

![Features of Smartphone.](image)
TABLE IV. INTERACTION ELEMENTS LIST FOR COMBINATION OF WIFI, GPS AND CAMERA (11100)

<table>
<thead>
<tr>
<th>No.</th>
<th>WiFi</th>
<th>GPS</th>
<th>Camera</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>On</td>
<td>On</td>
<td>On</td>
</tr>
<tr>
<td>2</td>
<td>On</td>
<td>Off</td>
<td>Off</td>
</tr>
<tr>
<td>3</td>
<td>On</td>
<td>On</td>
<td>Off</td>
</tr>
<tr>
<td>4</td>
<td>On</td>
<td>Off</td>
<td>On</td>
</tr>
<tr>
<td>5</td>
<td>Off</td>
<td>On</td>
<td>Off</td>
</tr>
<tr>
<td>6</td>
<td>Off</td>
<td>Off</td>
<td>On</td>
</tr>
<tr>
<td>7</td>
<td>Off</td>
<td>On</td>
<td>On</td>
</tr>
<tr>
<td>8</td>
<td>Off</td>
<td>Off</td>
<td>Off</td>
</tr>
</tbody>
</table>

B. Constraints Handling

There are two types of constraints in SPL testing: required and excluded constraints. Constraints in SPL fix certain combinations of features in final test suite whether these constraints are excluded or required.

The required constraints are combinations of features that needed for the final test suite. Specific combinations are carried out to test the smartphone product, for example, WiFi feature must be tested along with GPS. Therefore, at least one test case that contains WiFi and GPS with the values (On, On) is required to be included during test suite generation.

Excluded constraints are combinations of features that are required to be excluded from the final test suite.

For example, in another testing, to test the smartphone product, Media features could not be operated by Camera features; therefore the combination of Media and Camera is excluded from the final test suite (Fig. 2).

At this stage, strategy lists of required combinations and a list of excluded combinations have been proposed. Then, each test case that has been generated was checked whether it contains the required combination to be included in the final test suite. In addition, the test case was checked if it contains unwanted combination to be excluded from the test case. For example, when the parameter value equal to 4, interaction degree in = 2, and the value of the excluded constraint is (x01x), “x” represent no constraint value in this feature and the combination that involves second parameter and third parameter with values of 01 should be deleted from the test cases.

C. Test Case Generation

Based on the concept of HS, the test suite generation steps in SPL-HS are listed as below (see Fig. 3):

- Initialization of HS’s parameters such as the harmony memory size (HMS), the harmony memory consideration rate (HMCR), the pitch adjustment rate (PAR) and the iteration.
- Construction of the harmony memory (HM) with random test cases considering the constraint combinations based on HMS.

\[
T = x_1, x_2, x_3, \ldots, x_n \quad (1)
\]

\[
x_i = \text{Random} \ast (UB-LB) \quad (2)
\]

where \( T \) represents the test case, \( x_i \) represents the value of the feature \( I \).

- Improvement of the test list by either randomly generate test case or adjusting the selected existing test case from the HM with consideration the constraint combinations.
- Updating HM by replacing the worst test case in HM with the new test case generated from the improvement step iii.
- Repetition of steps iii, and iv until meeting the exit criteria of the improvement.
- Add the best test case in the HM to the final test list.
- Repetition of steps ii to vi until all the interactions in the interaction lists are covered.

IV. RESULT AND DISCUSSION

The performance of the SPL-HS were evaluated by conducting the following experiments: Firstly, the test cases were generated for SPL with constraints supports. Secondly, the test cases were generated for several system configurations. In both experiments, the results of SPL-HS’s were compared with the results of existing strategies.

The SPL-HS run in the Java platform on an Asus A45 laptop with the specification of Intel Core i7-2450M CPU 6GB DDR3, SATA 500GB Hardisk and run on operating system Windows 10. Each experiment was repeated for 30 times and carried out to obtain the average and the minimum results for SPL-HS.

The SPL-HS parameters were initialized based on a previous study [9] as follows: HMS size was 100 test cases, HMCR with 0.7, iteration of improvisation was 1000, PAR was 0.5.

The future work should investigate on supporting higher than 2-valued parameter, which would allow the strategy to be applied on other combinatorial testing problems. Moreover, input-output feature, which allows the tester to define the combinations for generating the test case should also be evaluated in the future.

A. Experimental Result on SPL with Constraints Supports

In this section, a selected case study from SPLOT [13] was used. The study features repository for the feature model of the video player. The case study contains 71 features (i.e. 23 are mandatory features and 12 are optional features). In this model, certain features were included. Therefore excluded constraints were defined prior to the generation of the test suite. The features involved are (F5, F6, F7), (F9, F10 ..., F14), (F22, ..., F29), (F32 ..., F42), (F44 ..., F50) could not be OFF simultaneously because at least one of them in each set must be On.
Fig. 2. Feature Model of Smart Phone Example.

Fig. 3. Implementation of Harmony Search Algorithm.
Table 5 demonstrates that the proposed strategy is able to produce a minimum test suite size in all cases compared with other strategies. In this case, SPLBA and SPL-HS produced the best result (i.e. 13 test cases), when t = 2. LOOKUP produced the best test size (i.e. 39 test cases) when t = 3. SPL-HS generated superior result compared to SPLBA, SPLC and PICT, which is 46 test cases. For t = 4, SPL-HS managed to produce the result of 153 test cases, however, the results were unavailable from the other strategies. In general, SPL-HS produced a superior results compared to other strategies with supporting for t = 4.

B. Experimental Result on T-way

The proposed strategy was compared with the existing t-way strategy to evaluate the performance of SPL-HS strategy during the t-way testing. The results were obtained from a previous study that a test generation research tool called LOOKUP performs better than the existing test generation tools in term of test size and execution time [6].

Table 6 demonstrates that SPL-HS has produced superior results in most of the cases. Nevertheless, there was no significant difference between SPL-HS and IPOG-F in other cases, which IPOG-F has produced reliable results. Based on the balancing between the local search and the global search in HS, SPL-HS has demonstrated an ability to generate superior or at least same result as IPOG-F for lower interaction degree (t). Table 6 demonstrates that SPL-HS has achieved 26 out of 30, while IPOG-F achieved 17 out of 30. Hence, SPL-HS has worked efficiently with a higher interaction degree while IPOG-F produced poor results compared to SPL-HS. This is mainly due to SPL-HS search for best test list in local search and global search.

V. CONCLUSION

The current study proposed a new strategy for SPL testing, known as SPL-HS. SPL-HS adopted Harmony Search as the optimization algorithm and generated test cases for SPL that supports constraints for both required constraints and excluded constraints.

SPL-HS is the first strategy that adopted HS as the core implementation for generating a test suite for SPL that is capable to support t equal 4. The SPL-HS has superior performance in comparison with existing SPL strategies such as PICT, SPLC, LOOKUP and SPLBA. SPL-HS produced superior result compared to IPOG-F results when t is equal to 4, while it failed to produce satisfactory results when t is equal to 2 and 3.


