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Abstract—Component based Software Engineering is the most 

common term nowadays in the field of software development. 

The CBSE approach is actually based on the principle of ‘Select 

and Use’ rather than ‘Design and Test’ as in traditional software 

development methods. Since this trend of using and ‘reusing’ 

components is in its developing stage, there are many advantages 

and problems as well that occur while use of components. Here is 

presented a series of papers that cover various important and 

integral issues in the field concerned. This paper is an 

introductory research on the essential concepts, principles and 

steps that underlie the available commercialized models in CBD. 

This research work has a scope extending to Component retrieval 

in repositories and their management and implementing the 

results verification. 
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I. INTRODUCTION 

The advantages of component based development include 

lesser development time, lower costs, reusability and better 

modification. A component is the basic building block of an 

application or system created with CBD. Generally, a 

component can be defined as an independent and replaceable 

part of a system that fulfills a clear function. It works in the 

context of a well defined architecture and can communicate 

with other components through its interfaces (Fig. 1). 

Although the basic principle of ‗Plug and play‘ is very 

promising, but it also brings in some practical difficulties 

faced by the stakeholders involved. For instance, when we buy 

a component, we do not know exactly about its maintenance, 

the security arrangements and the most important its behavior 

when integrated with other components. There exist some 

models in the market that, to an extent, provide us with some 

standards and interfaces to aid the intercommunication process 

of components within integration. The models enable the 

independently designed components to be deployed and ease 

the communication between them. Rightly stated, it can be 

said that a component model supports components by forcing 

them to conform to certain standards and allows instances of 

these components to cooperate with other components in this 

model (fig. 2). In the absence of component models, there 

would be obvious non-cooperation among independently 

developed components, so the aim of ‗independent 

deployment and assembled integration‘ of components 

 

Fig. 1 Component and its features 
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Fig. 2 Component Models provide interface to components 

would not be realized. Thus, these models play a significant 

role in making the real goal[26-28] of CBD achieved. In the 

next sections, a detailed characteristic listing has been done for 

the main component models in market. 

II. EXISTING COMPONENT MODEL(BACKGROUND & 

RELATED WORK) 

The cornerstone of any CBD methodology is its underlying 

component model which defines what components are, how 

they can be constructed, how they can be assembled[1]. 

Component-based approach has shown considerable successes 

in recent years in many application domains like Distributed 

and web-based systems, desktop and graphical applications etc. 

In these domains the general-purpose component technologies, 

such as COM, .NET, EJB, J2EE are used [12]. According to 

[5], there are some commercial players involved in the 

software component revolution, such as BEA, Microsoft, IBM 

and Sun. [5]  also states that among the component 

infrastructure technologies that have been developed, three 

have become somewhat standardized: OMG's CORBA, 

Microsoft's Component Object Model (COM) and Distributed 

COM (DCOM), and Sun's JavaBeans and Enterprise 

JavaBeans . 

Most of the literature contains description about three major 

component models viz, OMG‘s CORBA, SUN‘s EJB and 

Microsoft‘s COM. The present work includes these three and 

some other less known models that are still maturing. At 

present there are various component models that are being 

used. These are shown pictorially in figure 3. Some 

approaches, such as Visual Basic Controls (VBX), ActiveX 

controls, class libraries, and JavaBeans, make it possible for 

their related languages, such as Visual Basic, C++, Java and 

the supporting tools to share and distribute application pieces. 

But all of these approaches rely on certain underlying services 

to provide the communication and coordination necessary for 

the application. The infrastructure of components, called a 

component model, in fact, acts as the "plumbing" that allows 

communication among components [9]. 

 

Fig.3 Component Models in Market 

Generally Component Models work in three different 

service categories as follows: Basic, Distributed & Enterprise  

For example, the basic services include the simple component 

model version like COM, CORBA or EJB. Similarly, 

Distribution is provided[32-33] with a communication 

protocol that has been added to the basic component model. 

III. COMPONENT OBJECT MODEL 

It provides platform-dependent, based on Windows and 

Windows NT, and language-independent component based 

applications. COM defines how components and their clients 

interact. This interaction is defined such that the client and the 

component can connect without the need of any intermediate 

system component. Specially, COM provides a binary 

standard that components and their clients must follow to 

ensure dynamic interoperability. This enables on-line software 

update and cross-language software reuse [7].The following 

features characterize COM model: 

• A model for designing components that have multiple 

interfaces with dynamic binding 

• COM is an open standard, with main platform as  

Microsoft Windows 

• Interfaces are the only means for components to 

expose themselves 

• The interfaces are binary which provide the obvious 

ease to implement the component in multiple programming 

languages such as C++, Visual Basic and Java. 
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• A COM component can implement and expose 

multiple interfaces 

 COM helps client to locate server components and 

desired interfaces by establishing connection between 

client and server. 

 Interfaces [35-36] are defined as unchangeable units 

(A basic COM rule is that one cannot change an 

interface when it has been released), hence solving 

the interface versioning problem. Each time a new 

version of the interface is created a new interface will 

be added instead of changing the older version. 

DCOM is the protocol that is used to make COM location 

transparent. A client talks to a proxy, which looks like the 

server and manages the real communication with the server. 

[3] has stated on DCOM , the extension of the Component 

Object Model (COM) as follows. Distributed COM (DCOM) 

is a protocol that enables software components to 

communicate directly over a network in a reliable, secure, and 

efficient manner. 

DCOM is designed for use across multiple network 

transports, including Internet protocols such as HTTP. When a 

client and its component reside on different machines, DCOM 

simply replaces the local inter-process communication with a 

network protocol. Neither the client nor the component is 

aware the changes of the physical connections. COM+ is an 

extension to COM with technologies that supports various 

additional services like transactions, directory service, load 

balancing and message queuing. COM+ is implemented to 

connect the clients to the business logic, through an Internet 

Information Server (IIS) or DCOM, as shown in figure 4. 

  

 

Fig.4 COM Architecture 

  The business logic uses ActiveX Data Objects (ADOs) to 

access the data in the databases. 

IV. ENTERPRISE JAVA BEANS(EJB) 

U In accordance with [3], Java platform offers an efficient 

solution to the portability and security problems through the 

use of portable Java byte codes and the concept of trusted and 

non-trusted Java applets. Java provides a universal integration 

and enabling technology for enterprise application 

development, which includes: 

 Interoperating across multivendor servers;  

 Propagating transaction and security contexts; 

 Servicing multilingual clients; and 

 d)Supporting ActiveX via DCOM/CORBA 

bridges.  

[8] has mentioned that the JavaBeans component 

architecture supports applications of multiple platforms, as 

well as reusable[24],[35], client-side and server-side 

components. JavaBeans and EJB extend all native strengths of 

Java including portability and security into the area of 

component-based development. The portability, security, and 

reliability of Java are well suited for developing robust server 

objects independent of operating systems, Web servers and 

database management servers. Sun‘s Java-based component 

model consists of two parts:  

 JavaBeans for client-side component development 

 Enterprise JavaBeans (EJB) for the server-side 

component development. 

The following are the main features of EJB: EJB is part of 

the Java 2 Platform Enterprise Edition (J2EE) which includes 

remote method invocation (RMI), naming and directory 

interface (JNDI), database connectivity (JDBC), Server Pages 

(JSPs) and Messaging services (JMS). Fig. 5 shows the 

architectural style of EJB used in a three-tier application. EJB 

is designed so it can run together 

 

Fig 5 EJB Architecture 
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with CORBA and access CORBA objects easily. 

V. COMMON OBJECT REQUEST BROKER 

ARCHITECURE (CORBA)(CURRENT 

TECHNOLOGY USED) 

The Common Object[25],[29] Request Broker 

Architecture[30],[34] (CORBA) is a standard that has been 

developed by the Object Management Group (OMG) in early 

nineties. The OMG provides industry guidelines and object 

management[31]specifications to supply a common 

framework for integrating application development. Primary 

requirements for these specifications are reusability[21-

24],[35] portability and interoperability of object based 

software components in a distributed environment. CORBA is 

part of the Object Management Architecture (OMA)[31] 

which covers object services, common facilities and 

definitions of terms. Object services include naming, 

persistency, events, transactions and relationships. 

The following are the primary working principle of OMG‘s 

CORBA: 

• The most important part of a CORBA system is the 

Object Request Broker (ORB). 

•  An object request broker (ORB) provides the basic 

mechanism for transparently  

• Requests can be made through the ORB without 

regard to the service location or implementation. 

• Objects publish their interfaces using the Interface 

Definition Language (IDL)  

• Objects are stored in an interface repository where 

they can be found and activated on demand from the clients.  

• The stubs and proxies are generated from the IDL 

specification  

 According to [3], CORBA manages details of component 

interoperability. Also CORBA is widely used in Object-

Oriented distributed systems[6]. 

 VI.   LESS POPULAR COMPONENT MODEL TECHNOLOGIES 

SOFA SOFA 2 KOALA KOBRA 

As stated by [13], the component model SOFA is a part of 

SOFA project (Software Appliances). It is a software system is 

described as a hierarchical composition of primitive and 

composite components. A component is an instance of a 

template, which is described by its frame and architecture. The 

frame is a "black-box" specification view of the component 

defining its provided and required interfaces. Primitive 

components are directly implemented by described software 

system they have a primitive architecture[37]. The architecture 

of a composed component is a "grey-box" implementation 

view, which defines first level of nesting in the component. It 

describes direct subcomponents and their interconnections via 

interfaces. The connections of the interfaces can be 

realized[38] via connectors, implicitly for simply connections 

or explicitly. Explicit connectors are described in a similar 

way as the components, by a frame and architecture. The 

connector frame is a set of roles, i.e. interfaces, which are 

compatible with interfaces of components.  

SOFA 2 is a component system employing hierarchically 

composed components. It is a direct successor of the SOFA 

component model. 

KOALA 

Having most of its uses within Philips, Koala [14] offers 

explicit management of a special graphical notation that is 

very helpful in design discussions, and an elegant 

parameterization mechanism. Its partial evaluation techniques 

can calculate part of the configuration at compile time while 

generating code for that part that must be determined at 

runtime. In designing Koala, a strict separation is sought 

between component and configuration development.  

• Koala components are units of design, development, 

and – more importantly – reuse.  

• As in COM and Java, a Koala interface is a small set 

of semantically related functions.  

• Koala components access all external functionality 

through requires interfaces which provides the architects with 

a clear view of the of the system‘s resources use. 

• Koala components are designed independently of 

each other. They have interfaces to connect to other 

components, but this binding is late – at configuration time. 

Koala has some extra features that are aimed at handling 

diversity efficiently: interface compatibility, function binding,  

partial evaluation,  diversity interfaces, diversity spreadsheets, 

switches,  optional interfaces, and Connected interfaces. 

KOBRA 

[16] states that KobrA is a UML-based method for 

describing components and component-based systems 

developed at the Fraunhofer Institute for Experimental 

Software Engineering at the beginning of the decade. The 

acronym stands for the term ―Komponenten basierte 

Anwendungsentwicklung‖ – German for ―Component-based 

Application Development‖. KobrA has been successfully used 

by a number of companies in industrial settings and has given 

rise to numerous specializations and offshoots . The original 

version of the method was developed for the UML 1.x flavor 

of the UML. 

VII.    CONCLUSION AND COMPARISON 

Component-based systems result from adopting a 

component-based design with strategy, and software 

component technology includes the products and concepts that 

support this design strategy. By design strategy we mean 

something almost near to architectural style—a high-level 

design pattern and system described by the types of 

components in a system and their patterns of interaction [20]. 

Component based software development (CBSD) refers to the 

development of software component systems making 

considerable use of software components. Component based 

software development can help the software industry to realize 
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productivity and quality gains similar to those achieved in 

hardware and manufacturing organizations. A detailed 

characterization of known component model technologies has 

been done in the present research work. The difference in all 

the model with respect to properties as shown in table 1 is 

illustrated. Some models like COM, CORBA and EJB are 

very well known among users and developers, whereas some 

other quite effective model technologies for component 
 

Table 1: Comparative Study 

    
Based software development are less popular as compared to 

these. Since the CBSE is a new discipline and is still maturing, 

a lot has to be done to find solutions to its associated problems 

which remain unsolved. 
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