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Abstract—In this article we present a comparative study between the usage capabilities of MongoDB, a non-relational database, and MySQL’s usage capabilities, a relational database, as a back-end for an online platform. We will also present the advantages of using a non-relational database, namely MongoDB, compared to a relational database, namely MySQL, integrated in an online platform, which allows users to publish different articles, books, magazines and so on, and also gives the possibility to share online their items with other people. Nowadays, most applications have thousands of users that perform operations simultaneously thus, it takes more than one operation to be executed at a time, to really see the differences between the two databases. This paper aims to highlight the differences between MySQL and MongoDB, integrated in an online platform, when various operations were executed in parallel by many users.
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I. INTRODUCTION

Nowadays, an application must be accessible to its users 24 hours a day, 7 days a week, so it is important to implement an appropriate database, which supports simultaneous connection of hundreds of thousands of users [6]. Also, more and more complex requirements from users appeared, and companies were forced to find different solutions to meet the needs of their customers. Thus, the applications must support millions of users simultaneously and handle a huge volume of data and a relational database model has serious limitations when it has to handle that huge volume of data. Because each customer has its own needs and requirements, it might be possible that within the same application, there is a need for a different customization for each user. Relational databases do not allow a complete configuration that can shape after their needs. These limitations have led to the development of non-relational databases, also commonly known as NoSQL (Not Only SQL) [11]. The NoSQL term was coined by Carlo Strozzi in 1998, and refers to non-relational databases, term which was later reintroduced in 2009 by Eric Evans [2, 6].

Non-relational databases do not use the RDBMS principles (Relational Data Base Management System) and do not store data in tables, schema is not fixed and have very simple data model [6]. Their main advantage is represented by their flexible structure, but also because they are designed in a way that can store large amount of data. In addition, they are denormalized databases, which leads to increased performance [1].

In this paper, we will try to present the advantages of using MongoDB compared to MySQL, integrated in an online platform, which allows users to publish different articles, books, magazines and so on, and gives them the possibility to share online their items with other people. At the same time, we will show a comparison between the two databases, MongoDB and MySQL, in terms of execution times when many users executed various operations in parallel.

II. PRESENTATION OF THE APPLICATION DATABASE

Databases to be presented are part of an online application that allows its users to create interactive digital flipbooks. Basically, the application could be called an online library, where users can create digital books that can be accessed by users worldwide.

Such an application can be used by many types of users, such as writers (who want to submit previews of their books), teachers (who can publish educational tutorials for their students), companies or supermarkets (that wish to advertise online or to submit weekly brochures) and so on.

NoSQL databases provide you with ways of storing and retrieving the data that is not modelled as the relational databases are modelled. Mainly, NoSQL databases are designed to allow us insertion of data for which we do not have a predefined schema, as the structure of our data is not set [7].
A database like MongoDB does not have the concept of a "row"; instead, we have a more flexible model [4]. There are four strategies for storing data in a non-relational database, as shown in [5]. They are not based on a single model (e.g. relational model of RDBMSs) and each database, depending on their target-functionality, adopt a different one [9]. The design of NoSQL databases depends on the type of database, called store. Document Stores pair each key identifier with a document which can be a document, key-value pairs, or key-value arrays. Graph Stores are designed to hold data best represented by graphs, interconnected data with an unknown number of relations between the data [10].

As a MongoDB database does not actually have a graphical representation, the tabular representation for the MySQL database will be presented. The two databases have the same number of columns and the same data type for each field. At a structural level, the only difference between the two databases is the way their data is represented.

The database can be divided into 3 parts, namely:

- users’ area;
- items’ area;
- orders’ area.

A. Users’ area – lists tables containing information about all the users, such as address, country, city or phone number as shown in Fig. 1.

![Fig. 1. Users’ tables](image)

As reflected in the figure Fig. 1, the users area contains 7 tables, 2 of which are static: countries (which contains a list of all existing countries) and social (which contains a list of names of social networks, such as Facebook and LinkedIn, which users can add to their public profile, to promote themselves).

The other tables, listed below, contain the following fields:

- users table, with the fields id, username, email, password, active, confirmed and premium (this table contains the user’s data required for registration);
- users_billing_info table, with the columns user_id, country_id, state, city, address and zip, which stores the user’s billing info data. When a user registers on the platform, it has by default the Free Package. The user may subsequently change the package, buying a new one;
- users_details table, with the optional fields firstname, lastname, country_id, state, city, address, zip, phone, which the user can set or not;
- users_public_profile, which contains information about the user’s public profile, such as personal website or blog page;
- users_social, which stores data about the user’s social networks (Facebook, Google+, LinkedIn etc.).

Also, the users’ area is closely linked to 2 static tables, which are the countries and the social tables. The link between the tables is made by foreign keys, which are either the country id, or the social network id.

B. Items’ area – contains information about the items uploaded by a user (books, magazines, catalogs), as well the SEO categories to which they belong as shown in Fig. 2.

![Fig. 2. Items’ tables](image)

In the figure Fig. 2 are presented the tables containing data about the items a user that can be upload on the platform.

The items table contain explicit data about each item, such as the name and description set by the user, the date on which it was created, respectively the date on which it was deleted (which is null by default), a hash (a string representing the surest way of identifying an item from the platform, because it is unique) and a share link that is automatically formed from the name of the platform and the item hash.

Also, as the database described in this application can be integrated into a promotional platform, each user has the possibility to add different categories for each item, in order to be found faster by search engines. The categories are static and are found in the categories table.
C. Orders’ area – contains information about the users’ orders and transactions (the premium package bought by a user, the amount of the package, the date the order was made and so on) is shown in Fig. 3.

Fig. 3. Orders’ tables

The orders area is a rather complex part in any application, because it must communicate with all other parties. In this application, an order refers to a user switching from one package to another (packages will be listed later). Thus, the orders table, that effectively represents all the transactions made by users, contains the following fields:

- **id** – a unique field, automatically generated, that identifies the order;
- **user_id** – id of the user who made the order (the user id is also unique);
- **service_id** – the type of the package that the user has bought (the types of packages that exist in an application are varied and they depend greatly on the type of application concerned). For this case study, we used the following packages: User Pro, User Business and User VIP (each package can be purchased either for a period of one month, or for a period of 12 months);
- **coupon_id** – most applications (websites, online platforms, shops and many others) offer various discounts to its users. These discounts are usually provided with discount coupons, which can be applied in most cases only once, and can be of two main categories: numerical coupons and percentage coupons;
- **amount** – the amount of the package chosen by the user, and which is calculated by multiplying the number of months selected with the package price (usually, the annual packages are cheaper than the monthly ones, and offer a discount by default);
- **discount** – the amount of discount that is given (or not) to a user, when they conduct a transaction (when they purchase a package);
- **total** – the total amount that the user has to pay, and which represents the difference between the package and the discount offered;
- **start_date** – the date on which the package was bought;
- **processor** – the payment method chosen by the user (the most commonly used payment methods are PayPal and Credit card).

Also, depending on the payment method chosen by the user, all the data related to the transaction will be inserted either in the credit_card_orders table, if the payment was made by credit card, or in the paypal_orders table, if payment is made through PayPal.

Another important table is the table orders_details. This table contains information about the next date when user will be billed, i.e. the date when the current subscription will expire and when the current package will have to be automatically renewed. In most applications, once a user has purchased a package, it will be renewed automatically, once a month or every 12 months, depending on the type of package that the user owns, but only if the user does not manually cancel the subscription.

III. Performance Tests

To highlight the advantages of using a non-relational database, MongoDB, compared a relational database, MySQL, various operations were performed on the two databases in parallel by many users. These operations represent the four elementary operations that can be performed on any database, namely: insert, select, update and delete [3].

All the tests to be presented were conducted on a computer with the following configuration: Windows 7 Pro 64-bit, processor Intel Core i3 (2.4 GHz), 4 GB RAM memory.

To have data on which to carry out operations, some data had to be inserted. Because in any application, the users are the most important part and without them, the application would not exist, the test started with the insertion of users in both databases (MySQL and Mongo, respectively).

To generate user’s data such as username, email address, and password, various PHP functions [8], such as md5, rand, substr and str_shuffle were used. In fact, the functions listed above were used to generate all data for the databases, such as city, address, telephone number, personal website, item name or description. In order to record the time required to insert the elements in the database, it was used the PHP function microtime, which recorded the time from the beginning of the script runtime and until its completion.

Most applications and websites give users the possibility of creating a public profile, after they successfully register on the site. Since not all users who make an account in an application complete all the necessary data for a public profile, and they only create a simple account, we conducted two types of tests for inserting users.

The first test refers only to a simple user registration on the website, which is the creation of an account only by setting a
username, email address, and password. These data are listed in the table of users.

The second test includes the creation of a public profile and the insertion of some additional data, such as country, city, phone number, billing details or links to various social networks. These data are entered, as appropriate and as described in the previous chapter, in the tables users_billing_info, users_details, users_public_profile and users_social.

To test the performance in terms of speed differences between the two databases, 5 tests were performed for each insert case (5 tests for users who only register on the platform, and 5 tests for users who also completed some other details). The number of users has varied, starting from 1 user and continuing with 100, 1,000, 10,000 and 100,000 users respectively.

As is showed in the graphs from Fig. 4 and Fig. 5, we can see that MongoDB has a good performance; it was faster than MySQL in all insert cases. However, this is best proven by the insertion of 100,000 users, where MongoDB was 2 times faster when the users only registered on the platform, and 10 times faster, when users also had completed some other personal details.

Following the results from Fig. 4 and Fig. 5, we can be easily seen that MongoDB has a much higher ‘working speed’ compared to the speed of MySQL. However, although the data obtained above is true and accurate, those tests are not applicable in everyday life. Tests carried out above represent one operation at a time. Although there are small applications and websites that have a relatively small number of users, nowadays, most applications have thousands of users that perform operations simultaneously. In other words, it takes more than one operation at a time, to really see the differences between the two databases.

This paper aims to highlight the differences between MySQL and MongoDB, using the databases described above, in a real application, where various operations (such as: data is inserted, data is deleted or data is modified) were executed in parallel by many users.

Thus, we will describe further three tests, each with different difficulty level in order to accurately calculate the differences between the two databases.

A. Test 1

For the first test, 1,000 users were previously inserted in both databases. Then, the test actually begins with the insertion of 1,000 users in the databases, of which 500 users only register on the platform, and the remaining 500, also complete other details (described in a previous test). At the same time, there are 500 orders (half of the existing users buy a premium package) and other 500 users create (upload) different items. All tests in this paper were achieved using the PHP programming language, and their execution was carried out in parallel using the PHP exec function [8], that executes these operations in parallel.

The results obtained after carrying out the first test described above are illustrated in the figure Fig. 6.
are relatively small, since no operations exceeded one second, in none of the databases.

B. Test 2

The second test includes even more parallel operations, namely:

- insertion of 1,000 users without details (users table);
- insertion of 1,000 users with details (users table);
- update billing info data for 500 users (users_billing_info table);
- update of some users’ details, for 500 users (users_details table);
- update some users’ public profile, for 300 users (users_public_profile table);
- insertion of 500 orders (orders table);
- insertion of 500 items (items table);
- update of 3,000 orders;
- deletion of 10,000 items;
- update of 5,000 items (modify name and description);
- delete of 2,000 items.

The results obtained due to performing this ultimate test are represented in Figure 8 and detailed in the below rows.

The biggest differences between the two databases have emerged again in the update operation, which modified data in both databases. Thus, if 2,000 users change simultaneously different details, MongoDB is faster than MySQL for about 46 times. This is particularly important for applications that use databases that perform constant data update operations, such as Populations Records. For an application that does not require such amount of data to be modified often, such as an online shop, where the insert and delete operations are the most important, the update test is not as relevant as for the application described in this paper.

In a study conducted by authors in 2015 and that was presented in [6], during a conference, the presentation of various case studies in the field of programming and databases, different speed tests in terms of integrating a non-relational database in a forum, were performed. Besides the higher speed that MongoDB had a compared to MySQL, in all the operations that were performed, MongoDB has provided a very important benefit, namely, customizing the application. Thus, due to its use as a database in a forum, the application’s structure became very variable, being different for each user. MongoDB allowed modeling the application to the needs of
users, thanks to the fact that a database in MongoDB does not have a predefined data structure, while MySQL has.

IV. CONCLUSIONS

From tests performed and presented for this application, an online publishing platform, the most suitable database was the non-relational MongoDB database. As such, a platform typically has thousands of users or even tens of thousands, MongoDB offered the best solution in terms of the speed at which different operations have to be performed in parallel by many users. If an application that does not require such amount of data to be modified often, such as an online shop, where the insert and delete operations are the most important, the update test is not as relevant as for the application described in this paper.

The advantage of using MongoDB database was further highlighted by conducting the tests and interpreting their results, which were presented in the previous chapter of this paper. MongoDB’ query times were much lower than MySQL ones, which is essential when an application has to support thousands of users and multiple operations simultaneously.

We can choose MongoDB instead of MySQL if the application has thousands of users or even tens of thousands, which perform various operations at the same time and the application has to handle a huge volume of data. More and more applications are beginning to use a non-relational database because they provide a more flexible structure; they can support thousands of users and multiple operations simultaneously; they are designed to store large amounts of data and they are denormalized databases, which increases performance.

Switching from a relational database to a non-relational database can be a challenge in many ways, and in the end, the developers have the responsibility to decide which database should be used in a particular application, depending on its requirements and finding the optimal solution for the specific application.
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