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Abstract—Nowadays, the protection and the security of data 

transited within computer networks represent a real challenge 

for developers of computer applications and network 

administrators. The Intrusion Detection System and Intrusion 

Prevention System are the reliable techniques for a Good 

security. Any detected intrusion is based on data collection. So, 

the collection of an important and significant traffic on the 

monitored systems is an interesting feature. Thus, the first task of 

Intrusion Detection System and Intrusion Prevention System is to 

collect information’s basis to treat and analyze them, and to 

make accurate decisions. Network analysis can be used to 

improve networks performances and their security, but it can 

also be used for malicious tasks. Our main goal in this article is to 

design a reliable and powerful network sniffer, called PcapSockS, 

based on pcap language and sockets, able to intercept traffic in 

three modes: connected, connectionless and raw mode. We start 

with the performances assessment performed on a list of most 

expanded and most recently used network sniffers. The study will 

be completed by a classification of these sniffers related to 

computer security objectives based on parameters library 

(libpcap/winpcap or libnet), filtering, availability, software or 

hardware, alert and real time. The PcapSockS provides a nice 

performance integrating reliable sniffing mechanisms that allow 

a supervision taking into account some low and high-level 

protocols for TCP and UDP network communications. 

Keywords—Network Security; Intrusion Detection; Intrusion 

Prevention; Sniffing; Filtering; Network sniffer; Libpcap; Libnet; 

Sockets 

I. INTRODUCTION AND NOTATIONS 

The sniffing is a technique of monitoring every packet that 
crosses the network. A packet sniffer is a piece of software or 
hardware that monitors all network traffic. Network analysis is 
the process of listening and analysis of network traffic. It 
controls network communications to identify performance 
problems, locates security vulnerabilities, analyzes the 
behavior of the application, and performs capacity planning. 
The management and the supervision of exchanged data by 
network systems are a fundamental task that contributes to a 
reliable intrusion detection and analysis of intrusive activities 
detected. The sniffing tools are used to listen, monitor, capture, 
record, and analyze network traffic. They extract the necessary 
information’s to make decision and implement the best 
strategies to improve the computer security. Many sniffers are 
available to capture packets circulated in wired networks 
(Ethernet sniffers, for example) and wireless network. They 
help network managers to assess and review the data over their 

networks, to indicate the network problems and to identify 
some failures monitored network [16]. The sniffing is also 
exploited by attackers to gather a database of information on 
victims’ networks and hosts that constitute them. They can 
intercept the data and even the users’ passwords [28] [31]. The 
goal of this paper is to describe a new hybrid sniffer for a 
relevant collection of data. For this, we proceed as follows: the 
second section cites an art state on the techniques of network 
sniffing; a related study will be developed on some sniffers. In 
the third section, the performances assessment is performed on 
a list of network sniffers based on various parameters to ensure 
the computer security objectives, mainly the type of used 
library, libpcap or libnet to establish the performances and 
limitations of each library and finally validate our choice. A 
classification is deducted at the end of the section. The 
proposed network sniffer works in raw, connected and 
connectionless mode; it will be described in part four. A 
detailed description of the new model and its characteristics 
will be discussed in fifth section. This work will be finished by 
a conclusion and perspectives. Trough this paper we use the 
following notations: 

IP: Internet Protocol. 

IDS: Intrusion Detection System. 

IPS: Intrusion Prevention System. 

ARP: Address Resolution Protocol. 

NIC: Network Interface Cards. 

MAC: Media Access Control. 

CRC: Cyclic Redundancy Check. 

PDU: Protocol Data Unit. 

BSD: Berkeley Software Distribution. 

BPF: Berkeley Packet Filter. 

LSF: Linux Socket Filter. 

FFPF: Fairly Fast Packet Filter. 

CGF: Control Flow Graph. 

ATM: Asynchronous Transfer Mode. 

ISDN: Integrated Services Digital Network. 

FDDI: Fiber Distributed Data Interface. 

RFMON: Radio Frequency MONitor. 

SSID: Service Set Identifier. 

WEP: Wired Equivalent Privacy. 

WAP: Wireless Application Protocol. 

PSK: Pre-Shared Key. 

OSI: Open Systems Interconnection. 

LLC: Logical Link Control 

https://en.wikipedia.org/wiki/Cyclic_redundancy_check
https://en.wikipedia.org/wiki/Wired_Equivalent_Privacy
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DOS: Denial of Service. 

SOCK_DGRAM: Datagram Sockets. 

SOCK_STREAM: Stream Sockets. 

SOCK_RAW: Raw Sockets 

II. RELATED WORK 

In this section, we discuss the sniffing types, components of 
the sniffing tools, used libraries to capture network packets and 
the used methods to filter the captured traffic. 

The network monitoring is a difficult and demanding task. 
It is an essential part in the use of network administrators who 
are trying to maintain the good operating of their networks and 
need to monitor the traffic movements and the network 
performances [21] [29]. The sniffing listens to public 
conversations in computer networks. It is used by network 
managers to manage and ensure the network security. It can 
also be used by unauthorized users. Mostly, this device is 
placed between the server and the clients web pages, it listens 
and analyzes all sent and received requests by the server. 
Sometimes, a network sniffer is called a network monitor or a 
network analyzer [30]. There are different types of sniffing 
packets [3] [30]: 

 IP sniffing: collects all IP packets traveled through a 
network corresponding to the IP addresses of 
supervised entities. 

 MAC sniffing: captures the corresponding frames to 
supervised interfaces MAC addresses. 

 ARP sniffing: intercepts the ARP packets used to query 
the ARP cache during network communication. 

Generally, the sniffing is divided into two major classes: 
passive sniffing that collects raw traffic circulated in the 
network without treatments, and active sniffing that intercepts 
and treats the collected traffic [3][28]. The sniffers monitor a 
wide sent and received information by computer networks. 
There are many commercial and no commercial tools, 
hardware and software that enable to intercept packets [30]. 
The copies of captured packets are stored in a temporary 
(buffers) or permanent memory (database server). They are 
analyzed to extract the useful information or specific models 
(patterns). The amount of captured traffic depends on the 
location of the controlled host as well a primary server in a 
computer network intercepts a significant traffic than isolated 
system client. The sniffers operate in two distinct ways: with 
filtered way to capture the data containing a specific elements 
and an unfiltered way to collect all the raw network traffic. 
Some network topologies such as Ethernet are designed so that 
all machines connected to a network segment share the same 
transmission media, thus, the hosts that are connected to the 
same network segment will be able to see all traffic passing 
through that segment. Ethernet hardware is designed to filter 
the traffic passed, it captures the traffic which concerns it or 
has a broadcast addresses and ignores all other traffic. This is 

done using the MAC address. To copy all traffic, the host 
network cards have to be implemented in promiscuous mode 
[3] [16]. The hardware sniffers use the standard adapter’s NIC, 
otherwise they may face problems in the CRC error, voltage 
and cabling problem. The analysis of captured packets is often 
done in real time. The captured traffic may be submitted to a 
decoding operation to be descriptive and understandable text 
for easy interpretation. Sometimes, the sniffers edit the packets 
and transmit them to the network. The security aspect done by 
sniffers is represented by their availability to monitor and 
capture the traffic in and out of the network taking into account 
the clear text passwords and user names [4]. Besides, the 
network sniffers participate in detecting and identifying of the 
intrusions by monitoring the activities of networks and systems 
[14] [16] [31]. They are constituted by the components 
described by Clincy & Abi Halaweh in [3] [16]: 

 Hardware: is represented by a NIC, activated in sniffing 
mode. 

 Driver: starts the capturing data from the network cards, 
applies a number of filters on traffic and stores it in a 
memory. 

 Buffer: stores the captured traffic or transfers it to 
permanent storage. 

 Analyzer: is software responsible for analyzing the 
traffic in real time taking into accounts the criteria and 
analysis needs. 

 Decoder: receives a stream of bits and interprets them 
to finally build a descriptive texts format. 

 Editor: is available in some sniffers, it changes the 
traffic using a unified format and then converts it and 
retransmits it in the network. 

The sniffers can be used effectively for teaching and 
learning networking concepts regardless of the technical 
context. They are presented to understand the model and 
protocols of network layers [26]. They allow to: 

 Examine the format of a protocol data unit (PDU) to 
each layer in the network model. 

 Examine the message exchanges for two TCP or UDP 
connections. 

 Examine the messages transferred between a client 
application and a server. 

The simulation with packet sniffers is used in learning of 
computer networking, allows a good understanding of network 
concepts, topologies and explains the functions and the roles of 
a hub, a bridge or switch and a router. It shows how a data 
packet is transmitted into LAN and illustrates the encapsulation 
and decapsulation operations while going through the protocol 
stack [31]. The main capture libraries are libnet and libpcap [1] 
[2] [22]: 
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TABLE I.  LIBPCAP AND LIBNET LIBRARIES 

 Libpcap Libnet 

Capture level 

 Captures the packets in low level. 

 Extracts the packet so raw kernel without 
treatments. 

 Manipulates a high level traffic. 

 Can manipulate a several low level networking routines. 

Used mode 
 Conected mode (TCP) 

 Connectionless mode (UDP) 

 Conected mode (TCP) 

 Connectionless mode  (UDP) 

Filtering 

 Compatible filtering with the BPF filter. 

 Initializes and configures filters. 

 Receives the packets using a loop. 

 Doses not provide a packet filtering. 

Supported protocols  Supports almost of networking protocols. 

 Injects any kind of an IP packet. 

 Manipulates a network firewall (IP filter, ipfw, ipchains, pf, 

PktFilter, ...). 

 Offers the addresses manipulation functions, the ARP cache and 

routing tables. 

 Manipulates an IP tunnel (tun BSD / Linux, Universal TUN / 

TAP device). 

Errors management  Provides the functions to manage errors.  Provides the functions to manage errors. 

Supported platforms  Supported by all platforms. 
 BSD (OpenBSD, FreeBSD, NetBSD, BSD / OS), Linux (Redhat, 

Debian, Slackware, etc.), MacOS X (Windows NT / 2000 / XP), 

Solaris, IRIX, HP-UX, Tru64. 

The filtering is an essential operation to classify the 
captured packets using filters according to the needs of capture. 
When the packets are intercepted, a filtering is applied. The 
packet that respects the filter is stored. The capture filters are 
useful to limit the captured packets when concentrated on a 
specific packet type, the packets that meet the filter criteria are 
elected [32].  Among the criteria are used to filter a packet, we 
find: type packet used (IP, TCP, UDP, ICMP, ...), address of 
input or output interface, address of source or destination of 
packet, the number of source or destination port of application, 
…. The filter is a Boolean function which returns true if the 
traffic is accepted; otherwise, returns false (the traffic is 
ignored or rejected). For example, to apply the filtering, the 
operating system use a packet filter like the BSD Packet Filter 
for Open BSD systems [13] and the LSF filter for Unix 
platforms. To improve the filtering operation, several filters are 
implemented; we cite a result of a recent research on filters 
packets, the rapid filter FFPF (Now Streamline) [15]. Multiple 
filters can be loaded simultaneously in FFPF.  To design a 
filter, two basic approaches are available: tree model and direct 
acyclic graph (CGF) model used by Berkeley Packet Filter 
[13]. The filtering can be classified into two types: 

 The static filtering initializes the filter parameters to be 
applied in advance. It is provided for example by the 
pcap language [6] maintained and developed by 
researchers at the Lawrence Berkeley National 
Laboratory and enables the use of simple rules to 
remove the unwanted packets. 

 The dynamic filtering implements the parameters that 
change during running. The filter Swift or Fast 
Dynamic Packet Filter is an example of dynamic filter 
[12] [27]. 

III. STUDY AND PERFORMANCES ASSESSMENT 

This section will study a performance evaluation of a 
proposed list of sniffers setting up parameters related to 
computer security. It is completed by a classification. 

A. Assessment Parameters 

Normally, to realize an assessment performances and 
classify the various sniffers which use wired and/ or wireless 
networks, many criteria are available such as, supported 
platforms, operating systems and interfaces, user interface, 
number of protocols that the network sniffer can decode, 
available utilities to enable the user to personalize capturing 
and displaying network packets, support for customized 
protocol decodes, readability of captured data, provided 
statistical information, decoding captured  data, …. Our main 
objective in this work is to propose an approach to improve the 
security level. So, our study is based on parameters related to 
computer security that test the sniffers availability and their 
reliability. It is useful to recall that the sniffing requires the 
activation of interfaces in promiscuous mode for wired 
networks and in rfmon mode for wireless networks. 

To compare and evaluate the proposed tools, we focus on 
evaluation characteristics dependent on computer security cited 
in [16] [28] [33]. 

 Availability: to test the availability of a sniffer, three 
parameters are cited: 

- Operating time of the sniffer. 

- Memory size allocated to the implementation 

of the sniffer (as the size increases, the 

treatment requires a lot of time). 

- Maximum controlled flow by the sniffer [34]. 

The table II bellow illustrates the different 

network technologies with their supported 

maximum flows. 
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TABLE II.  NETWORK STANDARDS AND MAXIMUM FLOWS 

Network Standard maximum flow 

Wired 

Networks 

Ethernet Megabits, gigabits 

ISDN Low flow Services: 64Kbps to 2Mbps 

ATM High flow Services: 10Mbps to 622Mbps. 

FDDI 100 Mbps 

Token 

Ring 
4 Mbps to 16 Mbps 

Wireless 

Networks 

802.11a 54 Mbit / s with a range of 10 m. 

802.11b 11 Mbit / s with a range of 10 0 m. 

802.11g 54 Mbit / s with a range of 100 m. 

802.11n Frequency 2.4GHz and 5GHz 

 Filtering: verifies the existence of a filtering system to 
filter the traffic. 

 Used library: determines the used library by the sniffer 
to capture traffic: libnet or libpcap. 

 Supported protocols: means the number of protocols 
taken by a sniffer. 

 Alert: an alert will be produced, if a problem exists in 
the controlled segment, 

 Real Time: the treatment in real time is a parameter of 
an effective sniffing [3] [25]. 

B. Classification of the Sniffers 

We refer to the study treated in [3] [4] [5] [6] [7] [8] [9] 
[10] [11] [16] [17] [18] [19] [25] [26] [28] and [32] and we 
deduce the classification of sniffers according to the 
characteristics and proposed parameters: 

TABLE III.  CLASSIFICATION OF SNIFFERS

Network 

sniffers 

S/

H 
Library Filtering Flow Availability Alert 

Real 

time 

Tcpdump S 
Libpcap 

(Winpcap) 
++ Flow of Ethernet networks Very economical installation file size: 484 KB - - - - 

Wireshark S 
Libpcap 
(Winpcap) 

++ 
Flow of Ethernet and wireless 
networks. 

81 MB after installation. - - ++ 

PACKETYZER S 
Libpcap 

(Winpcap) 
++ 

Flow of Ethernet, FDDI, PPP, 

Token Ring and wireless 
networks. 

-supports 483 protocols. 

-Decodes and edits packets. 
 

- - ++ 

Netflow CISCO 
S 

H 
Libpcap ++ High flow networks (Gigabit). 

Very high (provides valuable information 
about users, network applications, peak hours). 

-2GH Dual processor. 

-2GO Memory. 

++ ++ 

Colasoft Capsa 
S 

 
Libpcap ++ 

Flow wired and wireless 

networks over 802.11a, 802.22b, 
802.11g and 802.11n 

-No Tolerant with the attacks: ARP, TCP port 

scanning, 

-Signals DOS attacks 
- Free version is available with limited 

features. 

++ ++ 

PRTG Network 
Monitor 

S 
H 

Libpcap ++ High flow 

-653 MB on after windows 7 installation. 

-Integrates SNMP, Packet (Sniffing and Net 
flow). 

-monitors 24/7 network. 

- Includes over 200 types of sensors. 
-Less than 30 protocols (Free). 

- More than 30 protocols (Com) 

++ ++ 

Kismit S Libpcap ++ 
Flows of wireless networks  
802.11n, 802.22b 802.11g and 

802.11a  

High (supports any wireless card rfmon) ++ ++ 

Scapy S 

Libpcap 

and 
Libnet 

++ Injectes the 802 frames 

- Generates and receives quick and accurate 

traffic. 
- Decodes packets of a number of protocols. 

++ ++ 

OmniPeek 

 

S 

H 

Libpcap ++ 

Ethernet, Gigabit, 10 Gigabit, 

208.11 a / b / g / n / ac wireless, 

VoIP, Video, MPLS and VLAN 

-captures on multiple networks simultaneously. 

- Several hundred protocols 
- WPA, WPA2 and PSK 

Decoding. 

++ ++ 

ETHERAP S Libpcap ++ 
Flows of Ethernet, FDDI, Token 

Ring, ISDN. 
- Is only available for GNU / Linux systems. - - ++ 

Soft Perfect 

Network 

Protocol 
Analyzer 

S Libpcap ++ Flows of Ethernet networks 
-Analyzes of fragmented floors. 
-defragments and reassembles the packets. 

- Size of the installation file 4.87 Mb. 

- - ++ 

Airodump S Libpcap ++ 
- Wireless networks 802.11. 

- Supports 4.2 GHz channels 

-Identification the coordinated access points. 

-Writes the several files containing details of 
all seen access points and clients. 

- - ++ 

Com: Commercial license.  Free: Free license. ++: Available.  - -: Not available. 

H:  Hardware.            S: Software. 
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C. Discussion of the Results 

This section cites the architecture of many sniffers, their 
characteristics and their operating. We assess their 
performances based on parameters related to security 
objectives: authentication, confidentiality, integrity, availability 
and rapidity. Really, it’s difficult to meet this assessment, 
because normally the goal of sniffing is not to indicate the 
problems and attacks but to collect the circulated traffic in the 
networks and sometimes to inform the state of the monitored 
network excepting some IDS sniffers that can detect intrusions. 
The majority of these sniffers use libpcap library to intercept 
traffic and include a filtering system. They are highly available 
to monitor wired and wireless networks with a high flows 
supporting a large number of protocols. The treatments are 
often in real time and the detected problems are alerted by 
some sniffers. On the other side, this study helps us to discover 
certain limitations of those sniffers. They are based on a 
passive sniffing. Sometimes, they are exploited for 
unauthorized uses, for example, Airodump that is designed to 
crack WEP and WPA encryption algorithms; it is used to 
encrypt traffic on wireless networks. The implementation of 
software sniffer by interpreted languages such as Python 
presents a slow in their performance and increases 
consequently the system. The encrypted and fragmented 
packets are intercepted by sniffers but they are not analyzed. 
The hardware sniffers have adaptation and compatibility 

problems [3]. In the next section, we describe in detail the new 
model of a network sniffer. 

IV. OUR PROPOSAL SCHEME PCAPSOCKS 

In this section, the proposed model of sniffing is cited. We 
prove that our proposal takes into account the benefits of a 
reliable collection of traffic to satisfy the current expectations. 
It is time to formulate a new proposition of network sniffer. 
Our model, called PcapSockS, based on pcap language and 
sockets satisfies. It decodes the intercepted traffic to prepare it 
for the analysis step and finally built a collection database for 
automatic intrusion detection. Specifically, it ensures two 
major tasks: 

 Collects the data traffic in high and low level. 

 Builds a database for the new proposed IDS/IPS. 

The new design focuses on the combination of current 
performances of high sniffers and minimization of various 
limitations. Thus, we propose a distributed model consisted by 
two main components: 

 The kernel is composed by two processors, the first to 
capture the traffic and the second for filtering. 

 The operator decodes the elected traffic using the 
functions and treatments of normalization. 

These components are described in the figure1 below: 

 
Fig. 1. Model of a network sniffer PcapSockS 

The above design can be implemented in the Linux and 
Windows platforms, for the Berkeley Packet Filtering filter is 
an extension of Linux Sockets Filter [23]. So, the provided 
functions by the LSF are taken into account by the PBF in the 
case of windows. With this new design, we provide an optimal 

sniffer for capturing, filtering, optimization and decoding 
traffic while enabling the large satisfaction of various 
specificities and open the horizons for other works trying to 
improve the computer security techniques. The figure2 shows 
the flows exchanged between the various processors: 
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Fig. 2. Data flow diagram 

Our new model provides different performances: 

 Combining libpcap and sockets functions to capture the 
packets. 

 Filtering traffic taking into account the capture needs. 

 All treatments are in real-time. 

 Encryption of transactions between the sniffer and 
Collection database. 

The next section details the decoding operations used by 
the PcapSockS, it shows the performances provided by this 

new probe by comparing it with the Scapy and Wireshark 
which are considered the most famous sniffers in the moment. 

V. DETAILLED DESCRIPTION 

A. Processing Operations 

The libpcap library is an open source library written in C 
that provides a programming interface from which the packets 
are intercepted [22]. It relies on a low level language, includes 
the functions that can be associated with the user request and 
provides a powerful and abstract interface for the capture 
process [24]. The process used by libpcap is defined by the 
following figure: 

 
Fig. 3. Capture process provided by libpcap 

The Sockets are the objects for sending and receiving 
messages between processes. They were developed by 
Berkeley in 1982 as part of the Berkeley version of Unix. The 
Sockets are the specific original Unix systems; they ensure the 
communication between various processes, applications and 
network layers. The main socket types are: 

 SOCK_DGRAM: connectionless sockets (UDP 
messages). 

 SOCK_STREAM: connection oriented sockets (TCP 
packets). 

 SOCK_RAW or Raw sockets (frames and bits): The 
IEEE 802.2 protocol defines the sub layer LLC of the 
data link layer. 

The sockets in connectionless and connection oriented 
mode are inserted between the layers 3 and 4 of the OSI model. 
The raw sockets are positioned in layers 1 and 2 [23]. 

The filtering is an essential process of checking the 
integrity of the kernel traffic. The copies of the collected traffic 
can be minimized by deploying a kernel agent called a packet 
filter that rejects unwanted packets [13]. The traffic can be 
ignored and blocked using one of the techniques used for the 
blocking of data [20]. 
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B. Description of Solutions 

The PcapSockS Sniffer integrates libpcap to intercept 
traffic from the low-level, physical and data link layers of the 
OSI model. This traffic is composed of a set of bits and frames, 
it’s saved in a temporary basis to apply the BPF filter and then 
meet adequate collection conditions. Libpcap provides the 
possibility to introduce the filters to filter traffic: PBF, SWIF 
[12]. It applies the filters on traffic in the basis in order to 
choose the elected packets. This latter is redirected to the 
operator space. The decoding processor normalizes and stores 
the chosen traffic in the collection Database.  In the high level, 
we use the sockets mechanism to ensure a reliable collection. 
The TCP and UDP sockets are implemented for this purpose. 
Raw sockets are used to reinforce the interception to the low 
level with libpcap. The collected traffic is saved in a temporary 
basis to apply the filter LSF and redirected directly to 
Collection Database. So, our sniffer collects data in three 
modes: 

 Connection oriented mode requires a prior connection 
establishment between communicating entities; this 
connection is defined by a logical relationship between 
the parts which exchange data. 

 Connectionless mode cannot guarantee a reliable 
connection, insertion errors, wrong delivery, 
duplication, or non sequencing delivery packets. These 
faults can be reduced by providing a reliable 
transmission service to a protocol layer of the highest 
level. 

 Raw mode can provide both services in connection 
oriented and connectionless mode. 

The filtering provides a considerable gain; it avoids the 
congestion and the saturation of memory. The filtering is a 
very useful to meet the various network services using mainly 
in intrusion detection [14] [31]. The PcapSockS Sniffer 
implements the filtering operations on collected traffic taking 
into account the parameters and attributes characterizing the 
monitored entities. The treatments are in real time. Take into 
account the time constraints which are as important as the 
accuracy of the results for this system synchronizes multiple 
tasks that take place and the possibility of including several 
shorter threads in a single process [25]. 

To show the performances provided by the PcapSockS 
Sniffer, it is very useful to compare it with other sniffers which 
have demonstrated their reliability, we cite Scapy and 
Wireshark.

TABLE IV.  COMPARISON OF PCAPSOCKS WITH SCAPY AND WIRESHARK 

Sniffer Platforms Low capture High capture Low filtering High filtering Network 

Scapy 

-Win 

-Linux 

-Mac OS 

-Libpcap 
-Libnet 

-Python Functions 
-PBFfilter -No 

-Wired 

-Wireless 

Wireshark 
-Win 

-Linux 
-Libpcap -No -PBF Filter -No 

-Wired 

-Wireless 

Pcap.Sock Sniffer 
-Win 

-Linux 

-Libpcap 

-Raw Sockets 

- Sock_Stream 

-Sock_Dgram 
-PBF Filter -LSF Filter 

-Wired 

 

VI. CONCLUSION AND PERSPECTIVES

There are many available tools used to capture network 
traffic that researchers use in their work, but there is a 
limitation in their functions. Some tools capture network traffic 
only without analysis. Therefore, the researchers have to use 
another tool for analysis to get the traffic feature like it is need 
of his work. In this article, we studied in detail the discipline of 
sniffing which is an interesting task but is difficult to put in 
place taking into account the various needs. The sniffing 
enables improved security of computer networks and systems 
that compose them.  

This study provides a list of popular sniffers to evaluate and 
to deduct the existed limits. Thus, a classification is provided 
based on the parameters cited in the second section, related to 
computer security: availability, traffic filtering, real time, used 
library and flow.  

We propose this software for the data collection part of our 
new intrusion prevention system approach based on neural 
network. So, we describe in detail its objectives, roles of its 
various components and nature of modes used for sniffing. Our 
future work is to implement and validate the steps of 
PcapSockS Sniffer and integrate this sensor in IDS/IPS.  
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