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Abstract—There is a dearth of data visualization tools for displaying college degree-planning information, especially course prerequisite and complex academic requirement information. The existing methods for exploring degree plans involve a painstaking what-if analysis of static data presented in a convoluted format. In this paper, we present a data visualization tool, named as Dependency Evaluation and Visualization (DEV) chart, to visualize course prerequisite structure and a dynamic flowchart to guide students and advisors through all possible degree requirement completions. DEV chart uses an adjacency matrix of a directed acyclic graph to store a course structure for a degree into a database. Since DEV chart is created dynamically by updating data associated with each node of the directed graph, it provides a mechanism for adding an alert system when prerequisite conditions are not met, and hence the user can visualize the available courses at each step. Similarly, DEV chart can be used with project planning where nodes represent tasks and edges represent their dependencies.
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I. INTRODUCTION

Many universities employ direct communications between academic advisors and students as the primary advising system [1]. Academic advisors are either faculty or professional advisors employed by an academic unit, and they typically help students make decisions about class schedules, select an academic major or minor, plan for graduation, and many other academic related activities [2]. These important decisions are made based on information stored in academic planning tools and offered courses in the upcoming courses. Curriculum changes are typically made once or twice a year so advisors need to spend time understanding and updating their knowledge about degree requirements and academic policies as well as familiarizing themselves with students’ progress toward academic degrees prior to any advising period [3].

The most common academic planning tool is the Academic Advising Report (AAR) or Degree Progress Report (DPR) that consists of a list of degree requirements, a list of courses credited towards satisfying each requirement, an indication of whether each requirement is satisfied, and the remaining number of courses/units needed to satisfy each requirement. Many existing academic planning tools utilize static documents or PDF files for displaying information pertaining to degree requirements and course prerequisites. Design and implementation of a Learning Analytics Dashboard for Advisers, LADA, to support the decision-making process of academic advisers through comparative and predictive analysis is presented in [4].

Degree completion process shares many characteristics with project management. Projects are defined in terms of a set of tasks that must be completed in order to achieve the desired outcome. Task dependencies are comparable to course prerequisites: tasks may have multiple preceding tasks (prerequisites) and multiple succeeding tasks. Predecessor must finish before successor can start. Program Evaluation and Review Technique (PERT) [5-6] is a project management tool that is widely used to visualize the timeline and the work that must be done to complete a project. In PERT, all predecessor tasks must be completed before a task is started. One main difference between PERT and degree planning is that the tasks needed to complete a project are predefined whereas a major/minor can be completed by completing different sets of courses. Graphical Evaluation Review Technique (GERT) [7-8] is a project management tool that allows looping of tasks to allow tasks that need to be performed more than once. In GERT, a choice may exist where one of several tasks may be selected based on the associated probabilities.

Degree requirements vary in structure from one academic institution to another, and some of the requirements can be considerably complex. Major/minor requirements are often defined in terms of a set of course requirements that covers specific subjects or areas of knowledge. Choosing a major/minor, planning degree completion, and maintaining the progress towards completing a degree is a complex planning and scheduling problem. Integer linear programming model for finding academic plans that would satisfy a given set of graduation requirements and other constraints in the shortest possible time is presented in [9] and [10]. A student advising system using artificial intelligence techniques is presented in [11].

Many courses specify prerequisites that are outlined using a list of courses, all of which or a subset of which must be completed successfully in order to satisfy the prerequisites. In addition, a few of the prerequisites may be tied to course grades to ensure students acquire the necessary knowledge for getting the maximum benefit from the next course. A directed acyclic graph can be used to represent prerequisite relationships where nodes represent courses lists and edges represent their dependencies. Prerequisite relationships are often defined using one of, all of, either or, and, or a combination of those logical relationships.
There has been an interest in developing visualization tools for academic curricula and advising [12–18]. Moreno et al. [7] presented an interactive visualization tool for exploring course dependencies between courses. Prerequisite visualization has been studied by Aldrich [13]. His work was focused on the overall topology of the courses at Benedictine University, and he proposed a directed acyclic graph for representing prerequisite relations where each edge represents a logical relationship such as all of or one of. Chen et al. [14] presented an interactive course selection scheme with prerequisite hierarchy. Their work includes visualization of all of, one of, or either or logical relationships of courses offered at University of British Columbia. Zucker [16] presented a curriculum visualization tool for developing and arranging the flow of courses for a particular program. In this work, we create a data structure that can process any compound logical relationships. To our knowledge, there is no previous published work in which complex prerequisites structures have been investigated.

Dynamic data visualization tools directly influence the interpretability of visualizations [19-21]. There is a dearth of data visualization tools for displaying degree-planning information, especially course prerequisite information. None of the existing tools is capable of providing guidance on which of the available courses should be planned or when the available courses should be completed. Information pertaining to prerequisites are often scattered in various places, especially for hidden prerequisites. Therefore, planning and maintaining the progress toward completing a major/minor is a formidable challenge. The main objective of this paper is to introduce a novel data-visualization tool that is useful for academic advising as well as project planning where task dependencies play a major role.

Prerequisite visualization is challenging as defining an appropriate data structure for representing complex degree requirements and course dependencies is the most difficult part. Existing work is limited to most common types of degree requirements and prerequisite structures [13-14]. Since prerequisite structures and degree requirements vary from one academic program to another, it is important to identify an appropriate data structure that can process any complex degree requirement. Although we restrict this research to develop a data visualization tool for academic advising, the data structure introduced in this paper is useful for creating degree audit systems and other advising tools.

II. DATA STRUCTURE FOR DEGREE REQUIREMENTS

A. Degree Requirements

Most of the degree requirements are specified in terms of number of units, credits, or courses that must be taken to satisfy each requirement. There may be other requirements, such as GPA requirements, minimum number of credits/units needed to complete, internships, capstone projects, etc. First, we consider the degree requirements that are often expressed using one of the following terms:

- Complete a set of predefined courses.
- Select a subset from a set of eligible courses.

- Select a specific number of courses from each of several lists.
- Select a subset of lists and then select a specific number of courses from each of the selected lists (e.g., select two of three course lists and then select one course from each list).
- Select a specific number of courses from a selected subset of lists (e.g., select four courses from at least three different categories).
- Select courses with a specific total number of units from a list of courses.
- Select a specific number of units from a selected subset of lists (e.g. select at least five units from two different categories).

Requirements may refer to additional attributes such as course level (lower-division vs. upper-division) or student’s minimum grade point average (GPA). In addition, some of the courses may not be taken until a minimum number of units has been earned. Courses may only count once in the major or minor, either as a required course or as an elective, but not as both. There may be hidden prerequisites (i.e. prerequisites of a prerequisite course that may not be explicitly listed as a part of any other requirements) and other requirements such as selecting major/minor emphasis areas.

First, we define a suitable data structure for evaluating degree requirements. A typical degree requirement belongs to one of the following categories:

- Type A: complete k courses from a set of p courses where \(1 \leq k \leq p\)
- Type B: complete at least m courses/units, but no more than n courses/units from a set of p courses where \(0 \leq m \leq n \leq p\)
- Type C: complete k units from a set of p courses where \(1 \leq k \leq p\)
- Type D: combination of Type A, Type B, and/or Type C requirements

Type A, Type B, and Type C degree requirements are relatively easy to implement but Type D requirements are often complex and difficult to implement. There may be other requirements, such as GPA requirements, minimum number of credits/units needed to complete, internships, capstone projects, etc. Those types of requirements can be treated separately by defining an appropriate data structure. Since degree requirements vary from one program to another, it is important to define a data structure that can represent any complex requirement. Such a data structure can be very valuable for introducing other useful advising tools.

B. Basic Requirements

In order to reduce the complexity of the model, we define a data structure to represent degree requirements.

Definition: A basic requirement is a 5-tuple \((A, T, m, n, \delta)\), where.
1. $A$ is a set of objects,
2. $T$ is the type of requirement (1: select number of objects, 2: select number of units),
3. $m$ is the lower bound of courses or units,
4. $n$ is the upper bound of courses or units, and
5. $\delta: A \rightarrow \{1, 0\}$ is a function such that $\delta(A) = 1$ if $A$ is a credit-bearing set of objects and $\delta(A) = 0$ otherwise. Type A, Type B, and Type C requirements defined in the previous section are basic requirements. Type D requirements can be represented using a set of basic requirements. Hence, requirements for any major/minor can be represented using a set of basic requirements.

$\mathcal{M} = \{R_{i1}, R_{i2}, ..., R_{ir}\}$ where each degree requirement $R_{ij}(A, T, m, n, \delta)$ is either
- a basic requirement where $A$ is a set of courses or
- a basic requirement where $A$ is a set of basic requirements.

Let $R_{ij}(A, T, m, n, \delta)$ be a basic requirement. An object $a_i$ (course or a basic requirement) satisfies a basic requirement $R_{ij}$ if $a_i \in A$ belongs to $A$. We define a boolean function on $A$, $b_i: A \rightarrow \{1, 0\}$ such that $b_i(a) = 1$ if $a \in A$ and $b_i(a) = 0$ if $a \notin A$. A set $A = \{a_1, a_2, ..., a_k\}$ satisfies a basic requirement $R_{ij}$ if $m \leq \sum_{i=1}^{k} b_i(a_i) \leq n$.

Any set of degree requirements can be expressed using a set of basic requirements. Consider a set of requirements defined as follows:

- $R_1$: complete one of the courses $C1$ or $C2$
- $R_2$: complete all of the courses $C3, C4, C5$, and $C6$
- $R_3$: complete 6 units from the courses $C7, C8, C9$, and $C10$
- $R_4$: Complete 6 – 12 units with at least two units in $A_1 = \{C11, C12, C13\}$, at least three units in $A_2 = \{C14, C15, C16\}$, and one unit in $A_3 = \{C17, C18\}$.

The requirements $R_1, R_2,$ and $R_3$ are basic requirements where $A$ is a set of courses. The requirement $R_4$ may be expressed using the two basic requirements $R_{41}(A, T, 6, 6, 0)$ and $R_{42}(B, T, 6, 12, 1)$ where

\[ A = \{R_6, R_7, R_8\} \]
\[ R_6 = R_6(A_1, 2, 2, 2, 0): \text{complete two units in } A_1 \]
\[ R_7 = R_7(A_2, 2, 3, 3, 0): \text{complete three units in } A_2 \]
\[ R_8 = R_8(A_3, 2, 1, 1, 0): \text{complete one unit in } A_3 \]
\[ B = \{C11, C12, ..., C18\} \]

Suppose $M$ is any major that is expressed using a set of basic requirements $\mathcal{M} = \{R_{11}, R_{12}, ..., R_{1r}\}$. Let $C$ be the set of all courses available to satisfy requirements of the major $M$ and $C_i$ be the set of courses available to satisfy requirement $R_i \in \mathcal{M}$. Then the number of courses satisfying the requirement $R_i(A, T, m, n, \delta)$ is $\sum_{k=1}^{n} b_i(c_k)$; credits counted for a requirement $R_i(A, T, m, n, \delta)$ is $s_i = \sum_{k=1}^{n} b_i(c_k) \times n(c_k) \times \delta$ where $n(c_k)$ is the number of units of the course $c_k \in C_i$; and the total number of credits counted towards completing the major $M$ is $S_M = \sum_{i=1}^{r} s_i$ where $r$ is the total number of requirements of the major $M$.

C. Sample Major Requirements

In order to illustrate the effect of the data visualization tool, consider a sample major $M = \{R_1, R_2, ..., R_5\}$ with five requirements. Let $\mathcal{C} = \{C1, C2, ..., C25\}$ be the set of all courses available to satisfy requirements $R_1, R_2, ..., R_5$.

Requirements are defined as follows:

- $R_1$: complete one of the courses $C1$ or $C2$
- $R_2$: complete one of the courses $C3$ or $C4$
- $R_3$: complete the courses $C5, C6, C13, C15, C17$, and $C25$
- $R_4$: complete 12 units from the courses $C8, C9, C10, C11, C12, C14, C16, C18, C19, C20, C21, C22, C23, C24$
- $R_5$: Complete one of the courses $C7$ or $M11$

The set of courses available to satisfy each requirement is defined as

\[ C_1 = \{C1, C2\} \]
\[ C_2 = \{C3, C4\} \]
\[ C_3 = \{C5, C6, C13, C15, C17, C25\} \]
\[ C_4 = \{C8, C9, C10, C11, C12, C14, C16, C18, C19, C20, C21, C22, C23, C24\} \]
\[ C_5 = \{C7, M11\} \]

An appropriate subset of the set $C = \{C1, C2, ..., C25\}$ needs to be selected to complete the major $M$. There may be other requirements associated with a major, such as unique requirements or minor requirements. Let us assume that there are two other unique requirements, $U_1$ and $U_2$ defined as follows:

- $U_1$: complete one of the courses $M8$ or $M9$
- $U_2$: complete one of the courses $C7$ or $M11$

Table I shows the prerequisite course structure for major requirements and Table II shows the prerequisite course structure for unique requirements.

A few of the prerequisite conditions are very complex, and some of the prerequisites are tied to course grades and courses from other disciplines. In general, prerequisites are completed, waived, transferred courses, or test scores that must be completed before taking a specific course.

The five requirements $R_1, R_2, ..., R_5$ are basic requirements that are easy to implement, but the prerequisites are very complex, and there are many possible ways of choosing courses to satisfy prerequisites and major requirements.
TABLE I: PREREQUISITE COURSE STRUCTURE FOR MAJOR REQUIREMENT

<table>
<thead>
<tr>
<th>Courses</th>
<th>Prerequisites</th>
<th>Requirements</th>
</tr>
</thead>
<tbody>
<tr>
<td>C1, C2</td>
<td>M2 or M3, with a grade of C or better</td>
<td>R1</td>
</tr>
<tr>
<td>C3, C4</td>
<td>(C1 or C2) and (M4, M5, or M6), all with a C or better</td>
<td>R2</td>
</tr>
<tr>
<td>C5</td>
<td>C1 or C2</td>
<td>R3</td>
</tr>
<tr>
<td>C6</td>
<td>C3 or C4, with a grade of C or better</td>
<td>R4</td>
</tr>
<tr>
<td>C7</td>
<td>M5, M7 or M8, with a grade of C or better</td>
<td>R5</td>
</tr>
<tr>
<td>C8, C9, C10</td>
<td>C1 or C2</td>
<td></td>
</tr>
<tr>
<td>C11</td>
<td>C3 or C4</td>
<td></td>
</tr>
<tr>
<td>C12</td>
<td>C8 and C9</td>
<td></td>
</tr>
<tr>
<td>C13</td>
<td>C6 and (C7 or M11)</td>
<td></td>
</tr>
<tr>
<td>C14</td>
<td>C6 and (C7 or M11)</td>
<td></td>
</tr>
<tr>
<td>C15, C16</td>
<td>C6</td>
<td></td>
</tr>
<tr>
<td>C17, C18</td>
<td>C6</td>
<td></td>
</tr>
<tr>
<td>C19, C20, C21, C22, C23, C24</td>
<td>C5 and C6</td>
<td></td>
</tr>
<tr>
<td>C25</td>
<td>C5</td>
<td></td>
</tr>
</tbody>
</table>

Many existing academic planning tools utilize static tables like Table I or Table II for displaying course prerequisites. It is very difficult to understand complex prerequisite structures without drawing a directed graph.

D. Dependency Evaluation and Visualization (DEV) Chart

In this paper, we present a data visualization tool, which is named as Dependency Evaluation and Visualization (DEV) chart, to visualize course prerequisite structure. DEV chart uses an adjacency matrix of a directed graph D(V, E) to represent course structure where nodes (V) represent courses and edges (E) represent prerequisite relationships. Similarly, DEV chart can be used with project planning where nodes represent tasks and edges represent their dependencies. Tables I and II contain information needed to define adjacency matrices of the directed graphs for major requirements and other courses, respectively.

We define a Boolean valued prerequisite function p: V → \{true, false\} associated with the directed graph D(V, E) such that p(V) = true if prerequisite relation is satisfied for the course list attached to the node V, p(V) = false otherwise. We also define a Boolean valued rotation function, rt: C → \{true, false\} such that rt(c_k) = true if the course c_k is offered in the planning semester. Fig. 1 shows the DEV chart for major requirements, prior to completing any of the courses in the set C.

Fig. 2 shows DEV chart for unique requirements, prior to completing any of the courses. In Fig. 1, nodes with a stack of courses represent prerequisite courses where only one of the courses is needed to be taken to satisfy the prerequisite. If two or more arrows are pointing to the same child node, then each of the prerequisite relationships must be satisfied for the course list attached to the child node to be available.

<table>
<thead>
<tr>
<th>Courses</th>
<th>Prerequisites</th>
</tr>
</thead>
<tbody>
<tr>
<td>M2, M3</td>
<td>M1 with a grade of C or better</td>
</tr>
<tr>
<td>M4, M5</td>
<td>M2 with a grade of C or better or M3 with a grade of B or better</td>
</tr>
<tr>
<td>M6</td>
<td>M3 with a grade of C or better</td>
</tr>
<tr>
<td>M7</td>
<td>M5</td>
</tr>
<tr>
<td>M8</td>
<td>M4 or M5, with a grade of C or better</td>
</tr>
<tr>
<td>M9</td>
<td>M6 or (M5 and M7), with a grade of C or better</td>
</tr>
<tr>
<td>M11</td>
<td>M8 with a grade of B or M9 with a grade of C</td>
</tr>
</tbody>
</table>

Fig. 1. DEV Chart for Major Requirements.
When planning courses for a particular semester, students would normally have completed some of the courses required for the major and their prerequisites. It would be helpful to use a table similar to Table I to provide Academic Advising Report (AAR).

Table III shows the essential information that would be helpful for planning a major. It consists of a list of the major requirements, an indication of whether each requirement has been satisfied, and courses credited towards satisfying each requirement. The last column shows a list of courses available (prerequisites have already been satisfied) to satisfy the corresponding requirement, but not every AAR system has the capability to display such information.

The information in the last column of Table III is extremely valuable as it points to the courses that are available for planning the next semester. However, this information does not directly point to any bottleneck conditions that may prolong the graduation date. For example, students may plan the courses C8, C9, and C10 for the next semester and wait one more semester before taking either C3 or C4.

Note that the course C6 is a prerequisite for 12 of the 25 courses listed in Fig. 1. Hence, its prerequisites must be completed as soon as possible to minimize the time to complete the degree. Furthermore, courses C5 and C6 are prerequisites for six of the courses which are candidates for satisfying the requirement $R_4$. In this example, taking courses C5 and C6 would be the best choice for students seeking to minimize the degree completion time. The DEV chart is capable of conveying such useful information. Using degree progress report, the DEV charts in Fig. 1 and Fig. 2 can be updated dynamically to display the completed courses and the courses whose prerequisites have already been satisfied.

Fig. 3 and Fig. 4 represent an updated course structure, based on the completed courses and their grades. The color green is used to highlight completed courses whereas the color orange is used to highlight courses whose prerequisites are satisfied. Green arrows point to courses that are available to take in the next semester. Course grades are also displayed where * represents grades for the courses that are in progress and T represents transferred courses.

The course C13 is a required course for completing the requirement $R_3$, and its prerequisite is to complete C6 and either C7 or M11. Prerequisite for the course C7 is to complete either M5, M7, or M8, with a grade of C or better, whereas the prerequisite for M11 is to complete either M8 with a grade of B or M9 with a grade of C. Multiple paths exist for completing the prerequisite for the course C7 or M11. Based on the completed courses, the directed graph (Fig. 2) can be updated to narrow down the path choices.

Fig. 5 shows path choices after updating completed courses. DEV charts are created dynamically by updating data associated with each node of the directed graph. Hence, the DEV chart provides a mechanism for adding an alert system when prerequisite conditions are not met, as shown in Fig. 5.
The prerequisite for the course C6 is to complete either C3 or C4 with a grade of C or better, but the grade earned in this case is a C-, shown in color red, for the course C4. Subsequently, student has taken the course C11 that only requires a passing grade for C4. Instead of taking C11, the student should have repeated C6 for a better grade since C6 is a prerequisite for many other courses required for the major.

Most of the existing tools do not possess the ability to automatically alert a student as soon as the degree progress data or semester grades are updated. Therefore, many of the degree offering institutions rely on manual inspection to generate such alerts. The information displayed using a DEV chart can help students minimize degree completion time.

III. IMPLEMENTATION

DEV chart uses an adjacency matrix of a directed acyclic graph. We use custom-made tools to extract degree requirements and use basic requirement structure to store each requirement into a database. Similarly, we use custom-made tools to extract course descriptions and prerequisite relationships, and store the data using a format that is easier to process using any server-side scripting language. Course structure for a specific major is stored into a database using the corresponding adjacency matrix.

Fig. 6 shows the DEV chart that includes the major and unique requirements for Computer Science general emphasis major offered at University of Wisconsin-Whitewater (UWW). The DEV chart depicts the completed courses for an incoming freshman. In this example, student has earned credits for only one of the math courses (MATH 041) and eligible to take either MATH 139 or MATH 141.
Fig. 7 shows the progress of the major requirements after completing some of the courses required for the major. Course grades are displayed where * represents grades for the courses that are in progress. The courses shown in orange are the courses whose prerequisites are satisfied. Green arrows point to courses that are available to take in the next semester. Note that COMPSCI 223 is a prerequisite course for most of the higher-level computer science courses. The prerequisite for 223 is a grade of C or better in either COMPSCI 220 or COMPSCI 222. In our test case, the student has earned a grade of C- for COMPSCI 220, as shown in color red. The red arrow associated with the course COMPSCI 220 is an indication that the student cannot take the COMPSCI 223 course until the prerequisite condition is satisfied. Such alerts can help students and advisors identify prerequisite issues. The Academic planning tool implemented at our institution does not have the ability to generate such alerts. Hence, these alerts can be very useful for academic advising.

Note that the COMPSCI 223 course is a prerequisite for many other COMPSCI courses that are either core courses or elective courses for the major. Therefore, students should make plans to take this course as soon as possible in order to graduate on time. It is difficult to identify such bottleneck courses without using a data visualization tool.

Fig. 7. Updated Course Structure for Computer Science Major General Emphasis at UW-Whitewater.
V. CONCLUSION AND FUTURE WORK

We present a data visualization tool, DEV, for course prerequisite relationships. Our system is capable of interpreting one of, all of, either or, and, or any combination of those logical relationships. The implementation includes an interactive layout of major requirements and course relations.

Course prerequisites are very similar to task dependencies in project management. Completing the course prerequisites is similar to completing task dependencies: a task cannot be completed until the dependencies are completed. Hence, DEV chart can be extremely useful for project management where task dependencies play a major role. Furthermore, DEV charts can be useful for displaying information about graphs, such as cycles or specific branches/nodes satisfying a given criteria.

A pilot system has been successfully implemented for the Computer Science major offered at University of Wisconsin-Whitewater (https://cs.uww.edu/advising). This pilot system allows computer science majors to access an online advising system and interactively plan courses for their major, in consultation with their academic advisors. We are in the process of obtaining intellectual property rights for DEV charts.

The new data structure introduced in this research is extremely useful for analyzing student’s academic progress toward a degree. We are exploring the possibility of developing a mechanism that would enable an undeclared student to explore requirements for all possible majors and explore the shortest path for graduation.
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