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Abstract—Cloud computing involves the dynamic provision of 

virtualized and scalable resources over the Internet as services. 

Different types of services with the same functionality but 

different non-functionality features may be delivered in a cloud 

environment in response to customer requests, which may need 

to be combined to satisfy the customer's complex requirements. 

Recent research has focused on combining unique and loosely-

coupled services into a preferred system. An optimized composite 

service consists of formerly existing single and simple services 

combined to provide an optimal composite service, thereby 

improving the quality of service (QoS). In recent years, cloud 

computing has driven the rapid proliferation of multi-provision 

cloud service compositions, in which cloud service providers can 

provide multiple services simultaneously. Service composition 

fulfils a variety of user needs in a variety of scenarios. The 

composite request (service request) in a multi-cloud environment 

requires atomic services (service candidates) located in multiple 

clouds. Service composition combines atomic services from 

multiple clouds into a single service. Since cloud services are 

rapidly growing and their Quality of Service (QoS) is widely 

varying, finding the necessary services and composing them with 

quality assurances is an increasingly challenging technical task. 

This paper presents a method that uses the firefly optimization 

algorithm (FOA) and fuzzy logic to balance multiple QoS factors 

and satisfy service composition constraints. Experimental results 

prove that the proposed method outperforms previous ones in 

terms of response time, availability, and energy consumption. 

Keywords—Cloud computing; service composition; QoS; firefly 

algorithm; fuzzy logic 

I. INTRODUCTION 

Recent rapid growth in artificial intelligence [1, 2], 
machine learning [3], optical networks [4, 5], smart grids [6], 
cloud computing [7], 5G connectivity [8], Blockchain [9, 10], 
and Internet of Things (IoT) [11, 12] have resulted in an 
explosion of data in almost all fields of engineering and 
commerce. With cloud computing, large-scale applications can 
be deployed quickly and efficiently, affordably on a per-use 
basis [13]. Cloud computing relies on virtualization to share 
resources among customers [14]. Virtualization technology 
enables cloud data centres to dynamically share physical 
resources, allowing multiple applications to run on different 
platforms known as Virtual Machines (VMs) [15]. As a result 
of virtualization, cloud service providers can ensure the quality 
of service (QoS) distributed among different users while 
achieving maximum resource utilization and minimal power 
consumption [16]. Cloud environments deliver services 
tailored to users' requirements. Existing services are combined 
into composite services to provide users with value-added 
services. As cloud computing has proliferated, more providers 

are providing similar functional cloud services but with diverse 
nonfunctional characteristics [17]. Consequently, cloud service 
composition must consider QoS awareness in choosing 
appropriate services and combining them to meet users' 
expectations, known as QoS-aware cloud service composition 
[18]. Cloud services can potentially encapsulate many 
resources as new technologies develop, and combinatorial 
optimization problems can be transformed into QoS-aware 
cloud service composition problems [19]. 

Cloud services currently available to consumers offer 
similar functionality at varying QoS levels. Cloud services 
offer different levels of QoS for a given task, so ranking these 
services based on QoS makes it easier for users to choose cloud 
services [20]. There might be a service rated best under one 
QoS parameter yet rated worst under another. Various QoS 
parameters can be used to rank the performance of a service. 
Cloud service composition contexts prioritize QoS parameters 
differently [21]. In choosing a cloud service, all QoS 
parameters must be taken into account without overlooking the 
influence of a primary QoS factor. QoS-aware cloud service 
composition generally considers only one or two QoS factors 
and ignores balancing QoS parameters or satisfying 
connectivity constraints [22]. In this paper, we present a novel 
method based on firefly optimization (FOA) and fuzzy logic to 
balance multiple QoS parameters and satisfy the connectivity 
constraints of service composition. The rest of the paper 
appears as follows. The next section summarizes related works. 
The proposed strategy is discussed in detail in Section III. 
Section IV reports the simulation results. Section V concludes 
the paper with a discussion of future directions. Generally, this 
work contributes to: 

 A model maturity metric is introduced in this paper in 
order to provide a comprehensive evaluation of the 
simulation model lifecycle in cloud environments. 

 Based on the cooperation relationship between model 
services, this paper dynamically calculates the maturity 
score of the combined model. 

 A new algorithm based on FOA and fuzzy logic is 
proposed in this paper for the composition and 
optimization of cloud model services. 

II. RELATED WORK 

Kritikos and Plexousakis [23] presented an approach for 
composing cloud services that optimally satisfy various user 
requirements while simultaneously composing different cloud 
services. Cloud application design tools do not simultaneously 
support quality, deployment, security, placement, or cost 
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requirements. In addition, the proposed approach considers a 
type of design choice currently not considered in the literature. 
Huo, Zhuang [24] propose a novel technique for cloud service 
composition that formalizes service composition as a nonlinear 
integer programming problem by incorporating a time 
attenuation function. Additionally, the discrete gbest-guided 
artificial bee colony algorithm is presented, representing the 
exploration of bee hives for food in search of the optimal 
service composition strategy. Based on experiments, it appears 
that the time attenuation function can improve the quality of 
services by making them more consistent with their 
characteristics at present. In comparison with other algorithms, 
especially for large-scale data, this algorithm provides the best 
possible solution in a short amount of time. 

Liu, Chu [25] use social learning optimization algorithm 
(SLOA) to resolve the QoS-aware cloud service composition 
problem. Improvements to differential evolutionary algorithms 
and SLOA are incorporated into micro-space and learning 
spaces. Performance comparison and experimental results 
demonstrate the efficacy of the SLOA. This work will improve 
search capabilities and convergence rates by extending the 
theory of the swarm intelligence optimization algorithm and 
exploring a novel swarm intelligence optimization model. The 
challenge of correlation-aware QoS in networks and cloud 
services is addressed by Huang, Li [26]. This problem is 
formulated as a multi-constraint optimal path problem, and a 
novel approach is proposed for solving it. The proposed 
algorithm is evaluated using extensive simulation. The 
proposed algorithm yields superior service composition 
solutions with improved QoS guarantees by taking into account 
the QoS correlations between the different service types. 

Karimi, Isazadeh [27] employed the genetic algorithm to 
optimize service level agreements globally. Service clustering 
was applied to reduce the search space, and association rules 
were applied to a composite service based on their histories to 
improve service composition efficiency. As compared with 
similar related works, the proposed method demonstrated 
higher efficiency. Low-cost access to a simplified, centralized 
platform or resource is provided by cloud computing. This type 
of computing allocates resources based on individual needs. 
However, resources need to be allocated efficiently to meet the 
expanding needs of cloud users. Service providers are 
responsible for distributing and sharing resources effectively, 
preventing resource waste. Furthermore, the user receives the 
appropriate service based on their request, with the cost of the 
resource being optimized. Singh, Juneja [28] present an 
algorithm for automated service composition based on agents, 
which addresses both service requests and automatic service 
composition. The algorithm searches for the best services and 
reduces the cost of on-demand virtual machines. 

Wang, Zhou [29] analyzed the relationship between energy 
consumption, network resource consumption, and QoS 
performance in a service composition process. An approach to 
green service composition is then presented. The system 
prioritizes composite services that run on the same physical 
server, virtual machine, or edge switch. Green service 
composition optimization minimizes energy and network 
resource consumption on physical servers and switches in 
cloud data centers. Based on experiments, the proposed 

approach reduces energy consumption by 20-50 percent and 
network resource consumption by 10-50 percent compared to 
other approaches. Jian, Li [30] presents an algorithm 
incorporating the two-order oscillating equation and the 
historical positions of birds. It enhances bird diversity, 
strengthens global search algorithms, and improves bird 
feeding and migration dynamics. Based on simulation results 
with and without local QoS restrictions, the algorithm 
minimizes overall QoS restriction execution times. The new 
eagle search procedure was developed by Jin, Lv [31] by 
integrating regular mutations with an improved whale 
optimization algorithm. In order to verify the performance of 
the new approach, a variety of benchmark functions and 
problems of cloud service composition are used. The proposed 
method outperforms the other methods, according to 
experiments. 

Studies presented above suggest a variety of solutions to 
the problem of service composition. The majority of 
researchers, however, use a simple additive weighting proposal 
in order to combine multiple aspects of QoS into a single-
objective function. Service composition is primarily a multi-
objective problem, in which multiple, often conflicting 
attributes of QoS must be optimized simultaneously. A number 
of proposals have been considered to address the problem of 
service composition from a multi-objective perspective, 
including a tri-objective service composition [32], a bi-
objective service composition [33], and a bi-objective service 
composition from an energy and global quality of service 
utility's perspective [14]. However, these studies only identify 
up to three representative objectives by assigning priorities to 
QoS factors or reducing a large proportion of QoS factors 
within two or three objectives. The literature rarely examines 
service composition scenarios with four or more objectives. 
The QoS criteria for many applications have expanded to 
include security, maintainability, reputation, energy 
consumption, carbon emissions, and ecological impact. With a 
range of trade-off options available, the decision-making 
process becomes more flexible. Service composition is strictly 
a multi-objective optimization problem if we treat all QoS 
attributes equally. 

III. PROPOSED METHOD 

This section will provide a new IoT-enabled cloud service 
composition method based on FOA and fuzzy logic systems. 
We aim to improve the QoS parameters, reduce energy 
consumption, extend the network's life, improve packet 
delivery rates, and decrease delays. Due to two advantages of 
automatic segmentation of the network and diversity in 
solutions, the FOA can perform better than other algorithms in 
finding the optimal solution to optimization problems. In the 
following, we have discussed the network model and problem 
assumptions, optimization models, objective function, and 
finally, the proposed method. 

A. The Problem Expression and Formulation 

Under one set of QoS parameters, a cloud service may be 
rated as the best, whereas under another set of QoS parameters, 
it may be rated as the worst. Various QoS parameters can be 
used to rank cloud service performance. Cloud services that 
rank highest under one QoS parameter, such as reliability, may 
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rank lowest under another QoS parameter, such as response 
time. Therefore, QoS parameters are prioritized differently 
depending on the composition context. A cloud service that is 
optimal under one QoS parameter may fail if that cloud service 
is not optimal under another QoS parameter. Therefore, 
including any of these cloud services as candidate services in 
the composition will have an impact on the overall 
performance, since these cloud services perform poorly under 
parameters other than the primary QoS parameter. 

QoS-aware services composition problem is finding a set of 
candidate services with different functional features that 
comply with the determined limitations by the user and 
optimize an objective function. This problem is explained in 
this section. 

 A service composition request as a workflow that is 
modeled using a Directed Acyclic Graph (DAG), G= 
(V, E). 

                   That n is the number of tasks in 
the workflow. 

 E is the set of edges showing the priority of executing 
the works. 

 Each    for       is a set of candidate services in 
the workflow. 

         
     

      
  : That    

 
 for       is a 

candidate service. 

    is the number of existing candidate services for   . 

 Each candidate service    
 
 has a set of different QoS 

information. 

                     That    for       
shows a QoS feature of cloud services. 

Considering the above cases, the goal of the QoS-aware 
service composition problem is near optimal so that: 

      

{
  
 

  
 

      

∑                                             

 

   

∏              

 

   

                        

 

 

 

(1) 

 

Composition and service selection problem in all 
computational platforms like cloud environment and IoT is 
appropriate to meet a user or system requirements that should 
provide QoS requirements in addition to the user's needs. A 
fitting function in a service composition problem, like any 
optimization problem, is used to determine whether the 
selected service is valuable. This function's output determines 
the efficiency of the selected services for composition. 

Generally, the most important factor for the development 
and scalability of IoT is considering energy consumption 
limitations. Hence, energy saving is one of the important 
challenges in these networks because energy sources in IoT 

nodes are limited, and changing the energy sources of the 
nodes on large scales is practically impossible. Based on the 
mentioned notes, energy consumption is critical for the 
candidate services' host nodes. Thus, each candidate service 
must propose its required energy to the service provider 
module to select one of the most energy-efficient nodes for 
service composition. Two variables are used in the proposed 
energy model for the model definition. The first one is the 
amount of remaining energy and the second one is the amount 
of consumed energy of the node, which is the amount of 
consumed energy when executing the user's request. Based on 
the model,          is the remaining energy of the candidate 

service host (    ), and   (    ) is the consumed energy when 

running the candidate's request (    ). Hence, the amount of 

remaining energy of the host is calculated using 3: 

  (    )     (    )            (2) 

where    (    ) is the level of energy in the IoT node 

equipped with the battery, which is the host of      service, and 

          is the minimum threshold energy of IoT so that if a 

node's energy is less than the threshold, the node cannot work 
in the network and dies. 

Since the energy model in this thesis is based on service-
oriented calculations, the consumed energy by the service 
candidate when running      is estimated using equation (3). 

We assume that the energy consumption of the candidate 
service      is constant because the services are run on the 

same IoT platform and use the same resources to answer the 
service. Moreover, they consume the same amount of energy 
when data transmission and reception. 

  (    )     (    )   (    ) (3) 

where   (    ) is the consumed energy, and  (    ) is the 

run time of the candidate service (    ). Finally, the consumed 

energy of the      candidate service is defined as an EP and 

calculated by Eq. (4). The profile is estimated based on the 
ratio of the      candidate service consumed energy to its 

remaining energy. 

  (    )  
  (    )

  (    )
 (4) 

Based on Eq. (3) to (4), the lower amount of   (    ) in a 

node means that the node is optimal for      service at time   . 

Finally, the EP of service composition is computed using Eq. 
(5). Hence, the consumed energy of the service composition 

path    is as follows: 

      ∑            

 

   

 (5) 

where   is the set of IoT nodes with a battery. The nodes 
with lower energy than the threshold energy is removed from 
the set. 

 Response Time: the required time duration for a request 
transmission and its response reception. 
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 Availability: the number of successful calls to the total 
number of calls ratio. 

 Successability: the number of responses to the number 
of request messages ratio. 

 Reliability: the number of faulty messages to the total 
number of messages ratio. 

 Latency: the duration of a request process by a server. 

In the selection and composition of IoT services, the 
composing services can be composed and meet the users' 
needs. Hence, calculating the composed QoS features 
summation is important, and each serial, parallel, switch, and 
loop pattern uses its formulas. The requested works and the 
proposed services are considered a graph for service 
composition. Thus, the following equations are used for the 
QoS parameter values calculation in the composing services. 
Eq. (6) calculated the response time parameter, and Eq. (7) to 
(11) are used to calculate delay, energy, reliability, availability, 
and successability parameters in the composing services, 
respectively. 

                  ∑    
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Generally, the fitting function (objective function) is used 
to determine the value of each solution generated by the 
optimization problems. This function output determines how 
much a solution can be useful for meeting the user's or the 
system's requirements. The fitting function is defined by Eq. 
(12). 
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where   ,   ,   ,   ,   , and    are the positive 
weights showing the importance of each QoS parameter 
determined by the user. Eq. (13) and (14) are used for 
normalizing the parameters' output in the objective function. 
Eq. (13) is for the minimizer parameters, and (14) is for the 
maximizer parameters. 
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where       is the ith parameter value of QoS related to 

the CS selected service,        is the normalized value, and 

    
  and     

  are the maximum and minimum of the ith 
parameter among all the services. 

B. The Proposed Method’s Steps 

This section has two subsections. The first subsection 
includes general information about the firefly algorithm and 
Fuzzy logic, and the proposed method steps are explained in 
the second subsection. The FOA algorithm was inspired by 
how fireflies attract mates by producing flashlights. The FOA 
uses three idealized features of the firefly's flashing light to 
produce an optimal solution. Fireflies are unisex and attract 
other fireflies irrespective of their gender. 

Further, when two fireflies are distant from each other, their 
attractiveness decreases, which is directly proportional to their 
brightness. Finally, the firefly flashing light is incorporated into 
the optimization process as an objective function [34, 35]. 
Fuzzy logic is an approach to variable processing that allows 
multiple possible truth values to be processed through the same 
variable. Fuzzy logic attempts to solve problems with an open, 
imprecise spectrum of data and heuristics that makes it possible 
to obtain an array of accurate conclusions. The fuzzy logic 
architecture consists of the following components: 

 Rule base: This contains the rules and membership 
functions that regulate or control decision-making in the 
fuzzy logic system. It also contains the IF-THEN 
conditions for conditional programming and controlling 
the system. 

 Fuzzifier: This component transforms raw inputs into 
fuzzy sets. The fuzzy sets proceed to the control system, 
where they undergo further processing. 

 Inference engine: This tool establishes the ideal rules 
for a specific input. It then applies these rules to the 
input data to generate a fuzzy output. 

 Defuzzifier: This component transforms the fuzzy sets 
into an explicit output (in the form of crisp inputs). 
Defuzzification is the final stage of a fuzzy logic 
system. 

The proposed method uses the fuzzy logic system and 
firefly optimization algorithm for optimal service composition. 
Since the firefly algorithm has a low speed for local search, 
Fuzzy logic is used to ease finding the optimal composition in 
terms of the problem objectives. The firefly algorithm can find 
and compose more optimal services in less time by applying 
fuzzy values for each QoS parameter. The basis of the work is 
as follows: first, a firefly is assigned to each service. Then the 
fireflies create paths based on their movement pattern and 
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Luciferin value to find the optimal service composition. 
Finally, the best services are used for composition by 
evaluating the route found by the fireflies. The Fuzzy values 
for each service in the Luciferin function are saved for each 
firefly. The fireflies find the best composition by applying the 
Fuzzy values with the neighbour nodes' Luciferin. 

1) First step: generating primary population: The primary 

population is generated in this step using random distribution. 

The IoT nodes generated based on the geographical positions 

are distributed in the objective area. After the distribution of 

nodes, the parameters' initial values, like energy, Luciferin 

value, and the nodes transmission's radius, are assigned to the 

parameters. Moreover, data related to each QoS parameter are 

read from the dataset and put in the parameters. 

2) Second step: QoS parameters fuzzification: The 

proposed method's first step includes fuzzifying each IoT 

service QoS information. This information includes response 

time, availability, successability, reliability, energy, and delay. 

These values are the Fuzzy system inputs in this step, in which 

a Fuzzy value is generated based on the Fuzzy rules for all 

inputs to evaluate and select the services based on the value. 

This Fuzzy value is defined as Low, High, Medium, Very 

Low, and Very High. Then the system analyzes the 

information based on the inputs and the written rules in the 

knowledge base of the fuzzy system and generates the final 

value after defuzzification. These values then transfer to the 

firefly algorithm as inputs. 

The fuzzy rules are written considering different states of 
the input parameters and finally are saved in the database. Then 
using a Fuzzy Inference System (FIS), an output value is 
generated based on different input states. The Fuzzy rules are 
written using nested If-Then. The proposed Fuzzy system used 
25 rules shown in Table I. Fig. 1 to 5 illustrate the membership 
functions of the FIS input and output parameters. In the Fuzzy 
rules table, RT is the response time, D is the delay, En is 
energy, Av is availability, and Fitness is the output parameter. 

After generating different fuzzy values based on the fuzzy 
rules and input parameters, defuzzification is performed on 
each fuzzy value. Membership functions of the fuzzy system 
output variables are presented in Fig. 3 to 11. 

3) Third step: using the firefly algorithm to select the best 

services for the composition: Each firefly in this algorithm is 

an answer to the problem. All answers have fitting values 

calculated by the fuzzy system that should be optimized. The 

first step is creating a list of the proposed services to do the 

existing tasks in the workflow. Each workflow proposed by 

the user has n tasks. There is a determined number of services 

to perform each task, and m is the maximum number of the 

proposed selected services for each task. At first, an n*1 array 

of random numbers with size m are generated to initialize the 

algorithm. The array shows the number of existing services in 

the accumulator that can perform the workflow tasks. In the 

next step, the matrix is generated to save the list of the 

services that can perform the tasks in the workflow. The 

number of proposed services listed to do the workflow's tasks 

is generated in the next step. Each presented workflow by the 

user has m tasks, and there is a determined number of services 

to do each of the services. The optimization process started 

with some random solutions. The primary solution is selected 

among the proposed services for each task. In the firefly 

algorithm, the primary solution is a service composition, an 

n*1 array with n tasks in the workflow. The stored number in 

index i of the array shows the ID of the candidate service that 

executes the Ti task. The following steps are performed to 

select and compose the most proper services based on the 

firefly algorithm steps: 

 In the first step, some primary population is generated 
and distributed randomly. Initialization of Luciferin is 
applied to each firefly, and the primary solutions are 
generated. These solutions are valued based on the 
fitting function value. 

 In the second step, the considered proposed QoS 
parameters as inputs of the problem are fuzzified based 
on the proposed Fuzzy system. Their values in each 
round of the algorithm are inserted and updated in the 
Luciferin matrix as the next step fitting value (the 
neighbour nodes). Since the parameter values change in 
each round of the algorithm, the proposed fuzzy system 
is executed based on the Fuzzy rules in each round, and 
new values are generated. 

 In the third step, the firefly algorithm generates new 
solutions based on the movement steps. A population of 
fireflies creates new solutions in the proposed 
algorithm. The generated solutions of each iteration go 
to the next iteration for more optimal solutions. A 
firefly position shows a solution for the composing 
service problem that the primary position of the fireflies 
is random. Each firefly generated new solutions in each 
algorithm iteration based on the fitting value using Eq. 
(15). The solutions are updated based on their quality. If 
the new solutions are better than the existing ones, they 
are replaced. 

  =     .       
 (15) 

After that, all fireflies generate their solutions. A 
probability is used for selecting the most appropriate solution 
for each firefly, given by Eq. (16). After calculating the 
selection probability of each node as the next step, one of the 
nodes is selected randomly. 

       
           

∑                   

 
(16) 

In the above equation,       is the amount of luciferin of 
each firefly that is calculated using Eq.  (17). 

                             (17) 

In the Eq. (17),      ,         and       are respectively 
the new value of luciferin, the previous value of luciferin, and 
the fitness of the location of worm i in iteration t of the 
algorithm, respectively, and ρ and γ are fixed numbers for 
modeling Gradual decline and fitness effect on luciferin.  
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The step-by-step movement of the fireflies continues until 
selecting the most suitable service for composition. After 
selection, the generated solution evaluation is performed so 
that the average distance of the selected solution is calculated 
rather than other solutions. Then the fitting function value is 

computed for new solutions. If the new solution is better than 
the existing solution in the memory, the firefly memory is 
updated using the new solution. Then the parameters are 
updated. The proposed method flowchart is illustrated in Fig. 
6.

TABLE I.  PROPOSED FUZZY RULES 

The fuzzy rules 

If (RT is VL) and (D is VL) and (En is VL) and (Av is VH) then (Fitness is VH) 

If (RT is VL) and (D is VL) and (En is L) and (Av is VH) then (Fitness is H) 

If (RT is VL) and (D is VL) and (En is L) and (Av is H) then (Fitness is H) 

If (RT is VL) and (D is VL) and (En is VL) and (Av is H) then (Fitness is VH) 

If (RT is VL) and (D is VL) and (En is VL) and (Av is M) then (Fitness is H) 

If (RT is VL) and (D is VL) and (En is VL) and (Av is L) then (Fitness is L) 

If (RT is VL) and (D is VL) and (En is VL) and (Av is VL) then (Fitness is VL) 

If (RT is L) and (D is L) and (En is L) and (Av is VH) then (Fitness is VH) 

If (RT is L) and (D is L) and (En is L) and (Av is H) then (Fitness is H) 

If (RT is L) and (D is L) and (En is L) and (Av is M) then (Fitness is H) 

If (RT is L) and (D is L) and (En is L) and (Av is L) then (Fitness is L) 

If (RT is L) and (D is L) and (En is L) and (Av is VL) then (Fitness is VL) 

If (RT is M) and (D is M) and (En is M) and (Av is VH) then (Fitness is M) 

If (RT is M) and (D is M) and (En is M) and (Av is H) then (Fitness is M) 

If (RT is M) and (D is M) and (En is M) and (Av is M) then (Fitness is M) 

If (RT is M) and (D is M) and (En is M) and (Av is L) then (Fitness is L) 

If (RT is M) and (D is M) and (En is M) and (Av is VL) then (Fitness is VL) 

If (RT is H) and (D is H) and (En is H) and (Av is VH) then (Fitness is M) 

If (RT is H) and (D is H) and (En is H) and (Av is H) then (Fitness is H) 

If (RT is H) and (D is H) and (En is H) and (Av is M) then (Fitness is L) 

If (RT is H) and (D is H) and (En is H) and (Av is L) then (Fitness is VL) 

If (RT is H) and (D is H) and (En is H) and (Av is VL) then (Fitness is VL) 

If (RT is VH) and (D is VH) and (En is VH) and (Av is VH) then (Fitness is VL) 

If (RT is VH) and (D is VH) and (En is VH) and (Av is H) then (Fitness is VL) 

If (RT is VH) and (D is VH) and (En is VH) and (Av is M) then (Fitness is L) 

If (RT is VH) and (D is VH) and (En is VH) and (Av is L) then (Fitness is M) 

If (RT is VH) and (D is VH) and (En is VH) and (Av is VL) then (Fitness is VL) 

 

Fig. 1. Membership function for response time parameter. 
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Fig. 2. Membership function for delay parameter. 

 
Fig. 3. Membership function for energy parameter. 

 
Fig. 4. Membership function for accessibility rate parameter. 

 
Fig. 5. Membership function for fuzzy system output. 
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Fig. 6. Proposed method flowchart. 

IV. EVALUATION AND SIMULATION 

Matlab is used for the simulation of the proposed method. 
All these experiments are performed on an HP computer with a 
Core i5 2.0 GHz CPU and 4 GB main memory. The utilized 
dataset in the proposed method is a dataset provided by Al-

Masri et al., called Quality of Web Service (QWS), and 
provides a base for the services researchers. The QWS dataset 
includes a set of 2507 web services and measures their QoS. 
These data are presented in Table II. The parameters are 
considered objective parameters. Firefly algorithm parameters 
also are presented in Table III. 
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A. The Simulation Results’  Study 

The proposed method's results are compared with [36], 
[37], and [38] in this section and presented in different tables 
and figures. Moreover, two experiments are explained in the 
following to study the proposed method's convergence to 
optimal solutions and stability test. 

In the first experiment, the resulting data of [36] are used to 
evaluate the proposed method in this thesis. The proposed 
method in [36] is based on a multi-objective genetic algorithm 
to investigate the service composition of IoT that is evaluated 
with the different number of tasks and candidate services for 
the tasks. Hence, our proposed method is evaluated in this 
experiment with ten tasks and 10, 30, and 50 candidate 
services. Fig. 7 shows the proposed method's execution time 
and comparison with the multi-objective genetic algorithm 
[36]. Based on the results, the proposed method's execution 
time is less than the genetic algorithm to find appropriate 
services for composition. Because the proposed method can 
find the most suitable network node for the services selection 
and composition that provides QoS requirements by tracing the 
most optimal IoT nodes. The routing method and selecting the 
most suitable resource (IoT node) with proper services for the 
user's requests will be explained in detail with mathematical 
equations in the third chapter. 

In the second experiment, the resulting data of [37] are used 
to evaluate the proposed method in this thesis. The proposed 
method in [37] is based on the Markov chain and ant colony 

optimization algorithm for IoT services composition. The 
authors of [37] evaluate their method with the different number 
of requests. Hence, our proposed method (firefly-fuzzy logic) 
is simulated and evaluated with the different number of 
requests in this experiment. 

Fig. 8 to 11 show the availability rate, response time, 
reliability rate, and consumed energy of the proposed method, 
respectively, which are compared with the method in [37]. 
Based on the results in Fig. 8, the proposed method (firefly-
fuzzy logic) has a higher accessibility rate than the Markov-ant 
colony because of tracing the network nodes based on energy 
and distance. Moreover, selecting the most suitable route 
between the network's nodes (network's resources) is based on 
the movement pattern of the fuzzy firefly. According to Fig. 9, 
the response time of the proposed method is less than the 
method in [37]. Fig. 10 to 11 also show better performance of 
the proposed method than the method in [37] in terms of 
reliability. 

In the third experiment, the resulting data of [39] are used 
to evaluate the proposed method in this thesis. The proposed 
method in [39] is based on the Concurrent Requests Integration 
Optimization (CRIO) mechanism and Gray Wolf (GWO) for 
IoT services composition. Fig. 12 shows the consumed energy 
by the proposed method. The results in Fig. 12 show that the 
proposed method has a lower energy consumption than the 
CRIO-GWO. 

TABLE II.  QWS PARAMETERS DEFINITION 

Parameters Definition 

Response Time The required time duration for a request transmission and its response reception. 

Availability The number of successful calls to the total number of calls ratio. 

Energy The amount of the consumed energy of the host nodes of the candidate services. 

Successability The number of responses to the number of request messages ratio. 

Reliability The number of faulty messages to the total number of messages ratio. 

Latency The duration of a request process by a server 

TABLE III.  SIMULATION VARIABLES 

Parameters Definition Value measurement Unit 

N Number of nodes 100-600 - 

MaxIT Maximum algorithm iteration 100-1000 - 

L Data packet length 1024 bit 

         Initial energy 0.5 – 10 joule 

   Firefly algorithm constant [0 – 1] - 

   Firefly algorithm constant 1 - 

γ Firefly algorithm constant 0.1 – 10 - 
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Fig. 7. Response time vs. the number of candidate services. 

 
Fig. 8. Accessibility rate vs. the number of requests. 

 

Fig. 9. Response time vs. the number of requests. 
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Fig. 10. Reliability rate vs. the number of requests. 

 
Fig. 11. Energy consumption vs. the number of requests. 

 

Fig. 12. Energy consumption vs. the number of nodes. 
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V. CONCLUSION 

In general, cloud computing refers to the provision of 
dynamically scalable and virtualized resources over the 
Internet as services. Depending on the user's needs, a variety of 
cloud-based services may be delivered, which are often 
composited to meet those requirements. To combine and 
consolidate cloud services, service composition is emerging as 
a universal technology. By combining previously existing 
services, this idea aims to reduce costs and improve efficiency 
through a new cloud service. An IoT-enabled cloud service 
composition method using the fuzzy logic system and FOA is 
proposed in this paper. Energy, reliability, delay, and 
availability are the objective parameters in the proposed 
method. There are three main steps involved in this method in 
order to provide the proper nodes for the composition of cloud 
services. First, the requirements to start the algorithm are 
provided, like initialization of parameters and the dataset 
values normalization. Second, fuzzyification is performed on 
the parameters after determining the input parameters. Third, 
the firefly algorithm selects the most suitable nodes (resources) 
for service composition. Finally, in the fourth section of this 
paper, the proposed method is simulated using Matlab. A 
comparison of the proposed method with previous ones 
showed that the proposed method performed better in terms of 
response time, availability, and energy consumption. The 
dynamic nature of the cloud may be considered in our future 
work. A cloud's processing capabilities are limited, and the 
number of atomic services may change over time. Future 
research should focus on how to compose atomic services. In 
addition to addressing the energy consumption issue, we hope 
to maintain other metrics in the scheduling, including 
reliability, stability, trust degree, etc. 
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