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Abstract—The migration of monolithic applications to the 

cloud is a popular trend, with microservice architecture being a 

commonly targeted architectural pattern. The motivation behind 

this migration is often rooted in the challenges associated with 

maintaining legacy applications and the need to adapt to rapidly 

changing business requirements. To ensure that the migration to 

microservices is a sound decision for enhancing maintainability, 

designers must carefully consider the underlying factors driving 

this software architecture migration. This study proposes a set of 

software architecture metrics for evaluating the maintainability 

of microservice architectural designs for monolith to 

microservice architecture migration. These metrics consider 

various factors, such as coupling, complexity, cohesion, and size, 

which are crucial for ensuring that the software architecture 

remains maintainable in the long term. Drawing upon previous 

product quality models that share similar design properties with 

microservice, we have derived maintainability metrics that can 

help measure the quality of microservice architecture. In this 

work, we introduced our first version of structural metrics for 

measuring the maintainability quality of microservice 

architecture concerning its cloud-native characteristics. This 

work allows us to get early feedback on proposed metrics before 

a detailed evaluation. With these metrics, designers can measure 

their microservice architecture quality to fully leverage the 

benefits of the cloud environment, thus ensuring that the 

migration to microservice is a beneficial decision for enhancing 

the maintainability of their software architecture applications. 
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I. INTRODUCTION 

In recent years, the demand for online applications and 
services has increased. Organizations and businesses with 
online applications perceive cloud platforms as a promising 
future for business strategy to remain competitive. For an 
organization with an existing legacy application that involves 
the organization’s core business process, migrating the 
application to the cloud is more imminent to utilize cloud 
benefits and ensure business continuity. These applications 
often have monolithic software architecture, which does not 
consider modularity in its design principle [1], and the systems 
work in a silo [2]. In monolith architecture, developers develop 
the entire application as a single unit with a large codebase and 
tightly integrated components, increasing complexity and 
making it difficult to manage and scale [3]. These 
characteristics also affect its deployment approach when any 
minor changes to the application require a complete rebuild, 
leading to increased risk [4]. 

The motivation of the legacy application to cloud migration 
is to overcome the roadblocks and limitations of monolith 
applications [5] and to achieve cloud-native benefits such as 
improving application modifiability, maintainability, 
scalability, and deployability [6]. The cloud platform provides 
scalability for computing resources without worrying about the 
underlying infrastructure quickly and efficiently [7]. The 
organization also gains more flexibility and agility in 
responding to changing business ideas, thus increasing service 
innovation. However, not all migration strategies to the cloud 
provide mentioned benefits [8]. The Lift-and-Shift approach 
involves taking existing as-is on-premise applications and 
moving them to the cloud as a single service without 
architecture and design changes limiting its cloud scalability 
features [9]. 

In contrast, the microservice is a cloud architecture design 
pattern designed to provide better scalability and 
maintainability. In a microservice architecture, designers create 
sets of independent services that use API as their 
communication medium. Each microservice is responsible for 
specific business capabilities, strong component separation, 
and independent deployability execution [1], [5], [10]. Other 
fundamental properties of microservice architectural design are 
low coupling, high cohesion, and modularity [10] must be 
carefully considered by developers and designers [11], [12] 
during the design phase. 

In the cloud migration context, migrated application quality 
should be equivalent to, or better than, legacy monolith 
applications. Software errors can stem devastating effects to 
financial loss, time delays, or even risks to life [13], [14]. 
Numerous frameworks for migrating from monolith to cloud 
have been introduced [1], [15]-[18], yet they still do not 
adequately address quality considerations after the migration 
[19]. Therefore, the migration did not accomplish its objective 
[5], thus introducing new product quality challenges such as 
application maintainability, security, reliability, and 
compatibility [8], [20]. 

From a technical standpoint, migrating monolith 
applications to the cloud allows for quick and effective 
implementation of essential software changes to meet current 
business needs. The relevant quality attribute is known as 
maintainability, which expresses the degree of effectiveness 
and efficiency with which an application can be changed, 
modified, or corrected to meet requirements [21]. Therefore, it 
is essential to ensure that migrated applications must be 
maintainable by developers to avoid accumulated waste and 
technical debt after the migration [22]-[24]. Thus, 
maintainability has become an essential quality feature [25]. 
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However, empirical research on maintainability quality 
assurance remains a missing research area for microservice 
architecture [26]. To address this concern, the following 
research questions have been formulated to guide this study: 

 RQ1: What are the existing structural quality metrics 
that relate to service-based architecture? 

 RQ2: How do the existing structural metrics relate to 
cloud-native characteristics? 

 RQ3: What are the feasible metrics for the 
maintainability quality model for microservice 
architecture? 

This paper proposes the structural metrics for measuring 
microservice maintainability quality, focusing on microservice 
architecture migration. A multi-structural design metrics 
consisting of coupling, cohesion, complexity, and size form the 
basis of the maintainability measurement. These metrics help 
practitioners evaluate the architecture maintainability quality at 
the earlier migration phase to minimize post-migration 
technical debt, thus ensuring the achievable migration 
objective [6]. 

The remainder of this paper is organized as follows. 
Section II discusses related works with some comments on 
their limitations. Section III describes the research 
methodology for identifying existing service-based structural 
metrics. Section IV discusses how the existing structural 
metrics can be associated with cloud-native characteristics. 
Section V further discusses structural metrics from 
maintainability quality. Section VI briefly introduces our 
proposed maintainability quality model, followed by a 
discussion in Section VII. Finally, Section VIII concludes with 
a summary and outlook on potential follow-up research. 

II. RELATED WORK 

The software quality model’s development reflects the 
software architecture’s progression. A robust quality model 
approach is necessary for measuring product architecture 
quality, regardless of the adopted software architecture. Thus, 
this work explores previous works on software quality models 
and monolith-to-microservice migration approaches to identify 
reliable and valid metrics to evaluate software design quality. 

A. Software Quality Model Evolution 

One of the first software product quality models introduced 
by [27] describes as a generic model that separates high-level 
quality attributes into tangible product quality properties. Due 
to rapidly changing and dynamic business requirements, 
different metrics have been proposed to meet software 
architecture evolutions. 

In their work, Bansiya et al. [13] proposed an improved 
hierarchical design quality assessment model for object-
oriented software architecture. This model, known as the 
Quality Model for Object-Oriented Design (QMOOD), builds 
upon Dromeys’s generic quality model methodology. The 
QMOOD comprises four hierarchical levels: object-oriented 
design components, design metrics, design properties, and 
design quality attributes. Notably, the authors adopted most of 
the design quality attributes in QMOOD from the ISO/IEC 

9126 standard. However, this model failed to serve simple, 
practical applicability as it assesses high-level design quality 
attributes. Hence the metrics are limited for object-oriented 
applications. 

SOA Quality Model (SOAQM) is an extension of QMOOD 
to enhance architecture scalability through hierarchical 
abstraction and clear bottom-up relationship [28]. Bogner et al. 
[29] suggest that most metrics explicitly designed for SOA also 
apply to microservice architecture. The author then introduces 
the Maintainability Model for Microservices (MM4S) with five 
service properties: coupling, cohesion, granularity, complexity, 
and code maturation. Although this work is similar to ours, the 
authors did not consider migration scenarios, hence providing 
the mathematical formalization for proposed metrics. 

Vera-Rivera et al. [30] conducted a systematic literature 
review on microservice architecture, explicitly focusing on the 
impact of microservice granularity on application quality. The 
authors employed a genetic algorithm to determine the optimal 
microservice granularity based on key factors such as coupling, 
cohesion, complexity, and resource usage. They integrated 
various metrics and quality attributes into their analysis with 
the development team's involvement for effort estimation based 
on user story artefacts. 

Pulnil et al. [31] and Taibi et al. [32] proposed a 
microservice quality model that relies on microservice anti-
patterns. The authors incorporated eleven microservice anti-
patterns with the ISO/IEC 25010 standard as a benchmark for 
microservice quality attributes, while this work builds on top of 
microservice design principles [33]. Furthermore, the proposed 
quality assessment model is formulated depending on the 
weightage of the harmfulness level of the design properties 
exposing it to the biased decision by the designer. 

B. Microservice 

Microservice is an architecture design pattern that promises 
high maintainability, making it an exciting option for 
modernizing software during the cloud computing era [23]. 
Generally, microservices have been designed based on domain-
driven functionality with limited business capabilities, strong 
component separation, and enabling automated deployment 
execution [1], [5], [10]. 

The developer and designer must carefully consider the 
fundamental properties of microservices, which include low 
coupling, high cohesion, scalability, independence, 
maintainability, modularity, and deployability [10]. These 
properties are closely related to architectural design [11], [12]. 

Chen et al. [34] proposed a monolith decomposition 
approach from a dataflow diagram viewpoint, while Fan et al. 
[24] suggested microservice candidate identification through 
domain-driven design analysis. Runtime behaviour information 
[35] strategy and Functionality-oriented Service Candidate 
Identification (FoSCI) framework introduced by [36] to 
identify service candidates using a search-based functional 
atom grouping algorithm based on recorded monolith’s 
execution trace log. Combining the data usage with the 
dynamic analysis provides a better understanding of feature 
prioritization during the migration. The static approach based 
on source code [37], [38] and system structure [23] exhibits 
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structural information as decomposition reasoning. Meanwhile, 
the metric-based method, as demonstrated by previous works, 
uses structural properties such as coupling [37], [39], [40], 
service granularity [41], size [42], and cohesion [43]. 

Li et al. [44] introduced a method for identifying 
microservices based on the UML model from the source code 
as an input consisting of class and sequence diagrams for static 
and dynamic analysis. The authors then used a clustering 
approach to identify microservice candidates. The 
determination of clustering output quality relied on the 
utilization of functional requirements and deployment 
constraints. However, the authors did not consider 
microservice distributions to verify the architecture quality. At 
the same time, the ambiguity of language and contextual 
understanding prevents semantic-based analysis of the system 
requirements from guaranteeing the attainment of optimal 
solutions [45]. 

Our work extends and complements [28], [29] in the 
context of a structural quality model for the service-based 
application. Bingu et al. [28] did not consider maintainability 
quality in their model besides re-implementing weighted value 
by [13] in their quality attribute equation without necessary 
empirical justification. While Bogner et al. In [29] approach 
are beneficial for microservice maintainability design 
properties, the authors did not consider the migration scenario, 
thus limiting its applicability to the greenfield implementation. 
So, while the general approach from Bogner et al. is a sound 
foundation, this work established it to fit monolith to 
microservice migration scenario and enhanced it with 
practically collectable quality metrics for the architecture 
design consideration. 

III. METHODOLOGY 

In order to formulate the architectural maintainability 
quality model for monolith to microservice migration, this 
study followed a series of steps, as illustrated in Fig. 1. As this 
work highlights the monolith to microservice migration 
scenario, it started with a literature review process using 
trustable electronic journal databases for this research domain 
[46] consists of Scopus, SpringerLink, IEEE Xplore, and 
ScienceDirect to collect existing structural quality metrics. 

Our initial investigation shows that the software quality 
model evolves laterally with software architecture 
advancement [29]. For this reason, pre-migration monolith 
object-oriented structural quality metrics [13], [47]-[49] and 
post-migration microservice architecture quality metrics [50]-
[54] are included. Next, the object-oriented structural metrics 
are being mapped with microservice structural metrics based 
on their shared characteristics, as suggested by [47], [55]-[57]. 
These structural metrics help understand its relationships 
further, clarifying the evolution of the software quality model. 
Section IV explains this step's detailed approach and findings, 
thus answering RQ1. 

The selection of structural maintainability quality metrics is 
guided by ISO/IEC 25010 – Software Product Quality. This 
product quality model comprises of hierarchical structure with 
maintainability quality attributes consisting of its sub-
characteristics such as modularity, reusability, analyzability, 

modifiability, and testability [21]. Detailed methodology for 
this step is described in Section V, hence answering RQ2. 

 

Fig. 1. The methodology of the monolith to microservice architectural 

maintainability quality model development. 

Furthermore, software quality is still a vague and 
multifaced perception, which means different things to a 
diverse audience [13]. Therefore, referring to the procedure in 
Section VI, an empirical microservice maintainability quality 
model (RQ3) was devised based on selected quality metrics for 
monolith to microservice migration regulated by defined 
selection criteria in Table I. These selection criteria ensure that 
the selection process is within the research scope and objective. 

TABLE I.  CRITERIA FOR METRIC SELECTION 

Selection criteria 

- Applicable to microservice architecture 
- Must be related to cloud-native design properties 

- Automatically collectable from the structural property and 

practically applicable in object-oriented to microservice migration scenario 
- Influence on ISO/IEC 25010 maintainability characteristic or sub-

characteristics 

IV. SERVICE-BASED STRUCTURAL QUALITY METRICS 

(RQ1) 

Migrating monolith applications to the cloud involves 
transforming software architecture to exploit the distributed 
environment. Due to this factor, the designer must measure 
software structural quality during the early migration stage. It 
is cheaper and less time-consuming than evaluating it during 
operation time [43]. Developers can predict software quality by 
measuring structural attributes influencing software’s external 
quality, such as maintainability. Besides, measuring structural 
metrics is more extensive than component-level metrics [43]. 

Based on the literature review, the most collective existing 
structural design property metrics for service-based 
architecture are summarised (as described in Table II) as the 
following: 

A. Coupling 

This design property is the most considered metric for 
measuring software architecture quality. The graph theory of 
design properties enables the direct analysis of coupling 
properties. Thirteen metrics have been proposed for measuring 
microservice coupling [35], [43], [44], [54], [59], [60], while 
fourteen metrics for service-oriented architecture (SOA) [28], 
[51], [58], [61]. Expressively, four of the proposed 
microservice metrics by Bogner et al. [29] were derived from 
SOA metrics [53] in the context of microservice architecture. 
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TABLE II.  PUBLICATIONS ON QUALITY METRICS FOR A SERVICE-BASED 

ARCHITECTURE 

Source Authors Architecture Focus 

[28] Bingu et al. 
Service-
Oriented 

Effectiveness, 
understandability, 

flexibility, reusability, and 

discoverability based on 
QMOOD metrics: coupling 

(1), cohesion (1), 

complexity (1), size (1), 
and service granularity (1) 

[42] Taibi et al. Microservice Coupling (2) and size (2) 

[43] 
Panichella et 

al. 
Microservice 

Maintainability based on 

coupling (1), size (1) 

[44] Li et al. Microservice 
Coupling (1) and cohesion 

(1) 

[51] 
Mohammed et 

al. 

Service-

Oriented 

Coupling (3), cohesion (2), 

and complexity (3) metrics 

[53] Rud et al. 
Service-

Oriented 

Applicability from OOP, 

CBSE, and Web Domains  

- complexity (3), reliability 

(4), and performance (4) 

metrics 

[54] Bogner et al. Microservice 

Maintainability – coupling 

(4), cohesion (4), 
complexity (3), size (1) 

[58] 
Hofmeister et 

al. 

Service-

Oriented 

Complexity using coupling 

(2) metrics 

[59] Santos et al. Microservice 
Complexity consists of 
cohesion (2) and coupling 

(2) metrics 

[60] 
Vera-Rivera et 
al. 

Microservice 
Complexity based on 
cohesion (1), coupling (3) 

[61] 
Perepletchikov 
et al. 

Service-
Oriented 

Maintainability by 

extending OO coupling (8) 

metrics 

B. Size 

Four metrics were proposed for microservice [35], [43], 
[54], and one for service-oriented [28] architecture. The reason 
for considering fewer size metrics for SOA than for 
microservice is that the two architectural styles operate at a 
different level of service granularity. This design property is 
essential to microservice architecture that promotes smaller 
atomic functionality than SOA in its design principle. 

C. Cohesion 

Highly cohesive architecture refers to the strength between 
operations of services. Cohesion in microservice is more 
meaningful than for SOA and object-oriented architecture to 
minimize external dependencies [62] that negatively influence 
product quality. Eight metrics for microservice cohesion [44], 
[54], [59], and three metrics for service-oriented [28], [51] 
were proposed in previous works. 

D. Complexity 

From the literature review, three metrics for microservices 
[54] and seven metrics for service-oriented architecture [28], 
[51], [53] were identified pertaining to this design property. 
Due to the common structural complexity characteristics for 
SOA and microservice, Bogner et al. applied three complexity 
metrics originally proposed for SOA to the microservice 
architecture. 

V. QUALITY METRICS FOR CLOUD-NATIVE ARCHITECTURE 

(RQ2) 

This work defines cloud-native architecture as a distributed, 
elastic, and horizontally scalable application composed of 
microservices [63], [64]. Thus, casting the existing legacy 
application to the cloud as a virtualized environment cannot be 
demanded as a valid cloud-native application [65]. Moreover, a 
microservice is a self-contained deployment unit designed 
according to cloud-focused design principles such as IDEALS 
[33] to gain full cloud benefits. 

Regarding architecture quality, previous design property 
quality metrics from RQ1 are mapped with IDEALS design 
principles as in Table III to justify the selection of quality 
metrics for cloud-native architecture based on defined criteria 
in Table I. 

Instead of designing microservice for a new greenfield 
scenario, this work focuses explicitly on migrating monolith 
applications to microservices. This process involves three main 
phases: pre-migration, migration, and post-migration [67]. 
Therefore, to answer the following research question RQ3, this 
work considers monolith quality metrics in the maintainability 
model, thus devising related metrics based on its common 
structural characteristics. Identifying related quality metrics 
during the early migration phase helps the designer to make an 
informed decision to propose quality microservice architecture 
design before moving to the cloud environment. 

VI. MAINTAINABILITY QUALITY MODEL FOR 

MICROSERVICE (RQ3) 

This paper distinguished existing service-based architecture 
quality metrics in RQ1. Collected metrics are then aligned with 
cloud-native characteristics (RQ2) to funnel the microservice 
architecture-related quality metrics findings. 

From the application architectural perspective, a service-
based design pattern can be perceived as a higher abstraction 
layer for object-oriented architecture [68], [69]. One could 
consider the interaction of methods in object-oriented 
programming as a form of class interaction in microservices at 
an abstract level. In contrast, object-oriented class interactions 
can be understandable at a higher abstraction level as 
interactions of clusters of classes known as microservice. With 
this insight, we propose a set of quality metrics to measure 
microservice structural maintainability described in Fig. 2. 

A. Coupling 

Coupling is the degree to which the elements in a design 
are connected or express the strength of interdependencies and 
interconnections of service with other services [70]. From the 
quality perspective, these metric impacts system quality, such 
as maintainability and testability. The findings indicate that 
incorporating structural coupling can be highly significant for 
developers who wish to monitor the decomposition quality of 
their services [43]. A high level of structural coupling resulted 
in more frequent bug occurrences and propagated changes 
within modules of systems. Therefore, a successful 
decomposition should produce minimized coupling between 
microservices and maximized cohesion. A small number of 
couplings positively influence product maintainability. 
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TABLE III.  RELATED QUALITY METRICS FOR IDEALS DESIGN 

PRINCIPLES 

Design 

Principle 

Design 

Property 
Related Quality Metrics 

Interface 

segregation 

Complexity 

Total Response of Service (TRS) [29] 

Service Support for Transactions (SST) 

[29] 

Measure of Functional Abstraction (MFA) 

[13] 

Size 

Number of Operations [28] 

Non-Extreme Distribution (NED) [55] 

Component Balance [54] 

Cohesion 

Service Interface Data Cohesion (SIDC) 
[29] 

Service Interface Usage Cohesion (SIUC) 

[29] 

Total Service Interface Cohesion (TSIC) 
[29] 

Deployability 

Coupling 

Service Interdependence in the System 

(SIY) [29] 

Coupling Between Microservice (CBM) 

[35] 

Structural Coupling [43] 

Coupling of Service (COS) [58] 

Complexity 

Number of Versions per Service (NVS) 

[29] 

Number of Hierarchies (NOH) [13] 

Density of Aggregation (DOA) [58] 

Event-driven Coupling 
Absolute Dependence of the Service (ADS) 

[29] 

Availability 

Coupling 

Coupling Between Microservice (CBM) 
[35] 

Absolute Criticality of the Service (ACS) 

[29] 

Absolute Dependence of the Service (ADS) 

[29] 

Service Interdependence in the System 

(SIY) [29] 

Size Numer of Operations [28] 

Cohesion 

Service Interface Data Cohesion (SIDC) 

[29] 

Service Interface Usage Cohesion (SIUC) 

[29] 

Loose 

coupling 
Coupling 

Service Interdependence in the System 

(SIY) [29] 

Absolute Importance of the Service (AIS) 
[29] 

Absolute Dependence of the Service (ADS) 

[29] 

Absolute Criticality of the Service (ACS) 
[29] 

Direct Class Coupling (DCC) [13] 

Coupling of Service (COS) [58] 

Structural Coupling [43] 

Coupling Between Microservice (CBM) 

[35] 

Single 

responsibility 
Cohesion 

Activity Cohesion (AC) [66] 

Service Cohesion (SC) [66] 

Service Design Cohesion (SDC) [66] 

 

Fig. 2. The structural metric for microservice maintainability. 

1) Coupling Between Microservice (CBM): CBM is the 

number of other microservices that the microservice coupled 

with [35], [37]. The inspiration for this coupling derives from 

the widely recognized Coupling Between Objects (CBO) 

metric proposed by [71]. CBO counts several types of 

interactions, including method calls, parameter types, 

references, and return types. However, CBM only counted for 

each unique class interaction, excluding its frequencies and bi-

directional relationship. To calculate the relative CBM for 

each microservice as follows: 

M={mi…mn} is a set of microservice (1) 

R={ri… rn} is a set of microservice interaction  (2) 

TotalofInteraction(r,m)=Number of occurrence r in m (3) 

CBM(r,m)= {1

0

TotalofInteraction>0

Otherwise
 (4) 

2) Weighted Coupling between Microservice (WCBM): 

WCBM is the frequency of other microservice that the 

microservice m is coupled with, i.e., the number of 

microservices where m has to interact once [29], [58]. As 

microservice holds clusters of classes, interactions with other 

microservices are more expensive than intra-microservice. 

Thus, frequencies for external microservice coupling need to 

be considered as interaction weightage. To formulate WCBM 

for each microservice as follows: 

WCBM(r,m)=TotalofInteraction(r,m)  (5) 

Absolute Coupling between Microservice (ACBM): The 
total number of bi-directional coupling frequencies between 
microservices where microservice m1 interacts with 
microservice m2 and m2 also interacts with m1 [29]. This 
metric helps represent inter-microservice dependencies and 
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how strongly they interact. ACBM for a microservice is 
represented as: 

B={bi…bn} is a set of bi-directional interactions (6) 

TotalofBidirectional(b,m)=Number of occurrence b in m (7) 

B. Cohesion 

The degree to which the elements in a microservice design 
unit are logically related or connected. A high degree of 
cohesion is a sign of “togetherness” where classes within the 
microservice provide similar behavior to produce specific 
services or responsibilities. This characteristic matches the 
ideal cloud-native design pattern, where each microservice 
should contain a single responsibility for better maintainability. 

1) Normalize Cohesion among Classes of Microservice 

(NCAM): The NCAM for Microservice is an adaptation of the 

object-oriented metric Cohesion Among Methods of Class 

(CAM) [13]. A CAM cluster directly influences the 

microservice m cohesion in migration to microservice 

architecture. Thus, m cohesion can be served with an average 

CAM for a particular m. To represent NCAM for a 

microservice as follows: 

NCAM(mi)= 1-Avg(CAM(mi))  (8) 

2) Intra Microservice Coupling (IMC): IMC is the 

frequency of internal microservice coupling. In compliance 

with [13], microservice architecture obtains higher object-

oriented design abstraction. Therefore, strong relatedness and 

interactions between classes within the microservice m 

indicate strong m cohesion. This strong relatedness 

demonstrates that each class in a microservice is working 

together to serve specific functions. IMC for a microservice is 

represented as follows: 

C={ci…cn} is a set of classes in m  (9) 

P={p
i
… p

n
} is a set of class interaction  (10) 

TotalClassInteraction(p,m)=Number of occurrence p in m

 (11) 

IMC(mi)=TotalClassInteraction(p,m)  (12) 

C. Complexity 

Complexity is the degree of connectivity between elements 
of a microservice. This metric is also concerned with the 
dependencies, microservice operations, and the number of 
requests with other microservices. Santos et al. [59] derived 
that complexity architecture has a negative impact on the 
system’s maintainability as it is difficult to make changes and 
decreases software understanding. 

1) Number of Microservice Operations (NMO): NMO is 

the number of total operations for the microservices [28]. In 

migrating from monolith to microservice architecture, the total 

number of microservice operations encompasses all operations 

across all classes of the microservice. A high number of 

internal microservice operations may result in a complex 

design that requires maintenance. With an increase in the 

number of clusters, the structural complexity of the 

microservice also grows. NMO for a microservice is 

represented as follows: 

O={oi…on} is a set of operation in c  (13) 

TotalOperation(o,c}=Sum of o in c  (14) 

NMO(mi)=TotalOperation(o,c) in m  (15) 

2) Total Response for Microservice (TRM): TRM is the 

total requests for operation O values of microservice [29]. 

This work employed an adapted version of the Response for 

Class (RFC) metric [71] from object-oriented design to the 

context of microservice design. Each microservice exposes its 

interface mi for other microservices, increasing its 

dependencies and negatively impacting its complexity. TRM 

for a microservice can be expressed as: 

TRM(mi)= ∑ RFC(mi)  (16) 

D. Size 

This metric measures the size of structural design elements 
consisting of the number of classes and microservice lines of 
code. The more extensive and granular the microservice, the 
more challenging it is to maintain due to the possibilities of 
multiple responsibilities to the microservice. Size metrics are 
crucial design attributes in software estimation before 
executing migration [72]. 

3) Microservice Line of Code (MLOC): The number of all 

non-empty, non-commented lines of the microservice body. 

This classic Line of Code (LOC) metric helps understand and 

overview microservice size. For a too-big microservice, there 

might be a sign that a technical debt problem exists. MLOC 

for a microservice is expressed as follows: 

MLOC(mi)= ∑ (NE && NC)mi  (17) 

where (NE & NC) are non-empty NE and non-commented 
NC lines of codes within a microservice mi. 

4) Microservice Number of Classes (MNOC): The number 

of classes within a microservice [35] can measure how big the 

microservice is and identify if there are microservices that are 

too big. The number of classes should be minimized to keep 

microservice more independent of changes. MNOC for a 

microservice represents as: 

MNOC(mi)= ∑ C(mi)  (18) 

where C(mi) are sets of classes within a microservice mi. 

5) Microservice Class Distribution (MCD): MCD is the 

number of class sizes in microservice candidates distribution, 

with a desire that microservice may not contain too many or 

too few classes. This structural metric is an adaptation of the 

Non-extreme Distribution (NED) metric by [55]. Therefore, 

we measure how evenly distributed the sizes for each 

generated microservice candidate are. Our work improvised 

this approach by using standard deviation to understand the 

average of scattered microservice clusters instead of the mean 
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value that is heavily influenced by outliers value in 

determining the bound of non-extreme value for the number of 

classes within microservices. For better interpretability, 

measuring 1-MCD, with a lower value demonstrates a better 

microservice distribution. To express MCD for a microservice 

as follows: 

MCD(mi)=
∑ cn

N
n=1, n not extreme

|Ci|
  (19) 

where cn is the number of classes in microservice 𝑚𝑖, and 
𝐶𝑖 is the set of classes of microservice 𝑚𝑖. n is not extreme if 
its size is within the bounds of 
{mean of classes for all microservices ±std deviation} . This 

work measures its normalized value with 1-MCD(mi) for better 
interpretability, and lower values are recommended. 

VII. DISCUSSION 

Measuring architecture quality for migrated monolith 
applications to microservice is crucial to ensure migration to 
the cloud achieves the migration objective. Despite various 
migrations approaches, less attention was given to the post-
migration architecture quality. This work starts by identifying 
existing structural metrics for measuring service-based 
architecture quality. Our first contribution in this work is 
reporting the most applicable design property metrics for 
service-based architecture, including its influence on 
architecture quality (Section IV). This design property 
catalogue is a reference for other researchers in understanding 
how software architecture evolution influences the 
characteristics of its design properties. 

Another state-of-the-art contribution of this paper is that it 
maps service-based quality metrics with the cloud-native 
design principles [33]. In contrast, previous quality metrics 
[13], [28] focus on the structural characteristics without 
considering architecture quality. From the structural quality 
perspective, this mapping is essential to ensure the designated 
cloud architecture pattern benefits from the cloud environment. 

The proposed maintainability quality model for 
microservice architecture is the main contribution to this work. 
Ten structural quality metrics for measuring microservice 
architecture maintainability quality enable software designers 
and developers to assess the designed microservice candidate's 
quality before executing the migration, thus minimizing post-
migration quality concerns and ensuring achievable migration 
objectives [6], [77], [78]. Despite relying on single design 
property in measuring structural maintainability quality, this 
approach promotes multiple design properties to give better 
accuracy and consistent result [79]. 

While this work pointed out several quality metrics related 
to microservice design properties, this work is still exposed to 
construct validity as we may not be able to cover all design 
properties [47] that influence monolith-to-microservice 
migration architecture quality [73]. However, this work covers 
various design properties than previous work [61], [74], [75] 
on architectural maintainability quality. Our approach is based 
on ISO/IEC 25010 [21] and additional structural design 
properties that influence maintainability quality measurement. 

Regarding external validity, some of the metrics devised 
from existing work [13], [28], [29], [35], [55], [58], [71] are 
based on shared structural characteristics. This work ensured 
the soundness of the selected metrics by exclusively 
considering reliable peer-reviewed sources and established 
authors. Hence, our selection is adequate to initiate an 
exploration for microservice maintainability quality when 
migrating from monolith architecture. 

This method relies on the monolith application as the 
source before the migration execution. This work focuses on 
migration instead of greenfield implementation. Thus, the 
selection of the quality metrics is heavily influenced and 
devised by the existing application architecture characteristics. 
Even though other works proposed various quality metrics for 
measuring product quality, the complexity of the metrics 
hindered the applicability of the approach by the industries 
[76]. As a result, our proposed quality metrics are more 
practical for industrial practice. 

The limitation of this paper is that we did not adopt a more 
rigorous methodology for this paper, such as conducting a 
systematic or multivocal literature review. These procedures 
could have offered a more solid empirical basis for selecting 
publications. Moreover, a more rigorous process could have 
been employed to identify the metric candidates presented in 
this study to minimize any potential subjective bias. 
Additionally, certain digital libraries were excluded from the 
search process due to time limitations. 

VIII. SUMMARY AND CONCLUSION 

To measure architecture maintainability quality when 
migrating monolith applications to microservice architecture, 
this paper proposed a set of metrics related to coupling, 
cohesion, complexity, and size design property. These metrics 
were derived from cloud-native architectural design principles 
to utilize cloud benefits. The proposed metrics allow migration 
designers and developers to measure software architecture 
maintainability quality for microservice during design time. 
Additionally, this work included the mathematical 
formalization of the proposed metrics. Moreover, applying 
multiple design properties for measuring microservice 
architecture maintainability quality is an adaptation of state-of-
the-art in this research domain. 

As part of this work evaluation process, we intend to assess 
the metrics through case studies and extend their application to 
real-world industrial projects to evaluate their efficacy. These 
forthcoming efforts encompass the development of a tooling 
approach aimed at promoting a structured and rational 
migration process and providing practical illustrations of 
metric implementation throughout the migration process to 
evaluate the architecture quality of microservice candidates. 
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