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Abstract—In the domain of software engineering, software 

documentation encompasses the methodical creation and 

management of artifacts describing software systems. 

Traditionally linked to software maintenance, its significance 

extends throughout the entire software development lifecycle. 

While often regarded as a quintessential indicator of software 

quality, the perception of documentation as a time-consuming 

and arduous task frequently leads to its neglect or obsolescence. 

This research presents a systematic review of the past decade's 

literature on software documentation to identify trends and 

challenges. Employing a rigorous systematic methodology, the 

study yielded 29 primary studies and a collection of related 

works. Analysis of these studies revealed two primary themes: 

issues and best practices, and models and tools. Findings indicate 

a notable research gap in the area of software documentation. 

Furthermore, the study underscores several critical challenges, 

including a dearth of automated tools, immature documentation 

models, and an insufficient emphasis on forward-looking 

documentation. 
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I. INTRODUCTION 

Software documentation can be defined as the journey of 
producing different types of documentation. These types vary 
in their purposes from describing the development processes to 
describing the final product to the intended user. It is believed 
that software engineers should have the responsibility of 
software documentation, however, professionals in technical 
writing are sometimes needed [1], [2], [3], [4]. 

In the past 10 years, software documentation has been an 
interest in the industry of software engineering. However, 
majority of documenters are whether technicians or peoples 
trained in humanity. Therefore, the need for more professionals 
in the software documentation had emerged [5]. 

Many benefits can be accrued from good software 
documentation such as decreased costs of maintenance [6], [7], 
[8], [9], [10]. However, achieving a well-formed software 
documentation might be challenging. One challenge in 
software documentation is that developers abhor being 
involved in software documentation. In addition, some believe 
that poor software documentation is worse than no 
documentation. Furthermore, lack of professionals in the 
software documentation is considered to be another challenge 
[5], [11]. 

Software documentations principles are to be considered 
during software documentation. These principles are the level 
of details, document purpose and intended readers, use of 
graphical aids, clarity and precision, language of document, 
and documents versions. Therefore, in order to acquire a well-
written software documentation, it is important to pay attention 
to, first, the purpose of the documents and the intended 
audience. This will lead to choosing the appropriate language, 
level of details, and graphical aids. However, in order to keep 
the documentation alive, updating documents with use of 
versions management are essential [6], [11], [12], [13], [14]. 

Several types of software documents are generated in the 
process of software documentation. These types diverse based 
of their purposes and intended readers. However, these types 
fall in one of the following categories. The first category is the 
documentation of the process of software development. This 
includes documentation of requirements, planning, 
implementation and other documents during the development 
journey. The intended readers for this category of documents 
are the developer, software, decision makers, and the 
maintainers. The second category is the documentation of the 
product after delivery. This category includes the documents 
that describe the product for intended users. Examples of this 
category are User manuals and system main structure 
documents [1], [2], [3], [5], [6], [8], [11], [14]. 

Many techniques and tools are employed for software 
documentation. In general Waterfall technique and Iterative 
technique are the most dominant techniques for software 
documentations. However, for the tools that are used for the 
documentation, many have stated a variety of tools such as MS 
Word XML and other Text Editors, Doxygen, Visio, 
FrameMaker, Author-IT, Doc++, Rational Rose, JUnit and 
other tools. Some of these tools aid in automation of 
documentation to some extents [15], [16], [17], [18], [19]. 

The importance of this study derived from the need to 
achieve solutions that overcome the unsolved problem of poor 
or absent software documentation as this issue remains 
unsolved. Software documentation improves the quality of 
software systems and consequently improves maintainability 
and cost efficiency. Furthermore, drawing more attention to the 
topic of software documentation would enhance 
documentations models as well as templates employed, which 
relatively enhance automation of software documentation. 

This paper has been structured as follows. Section I 
introduced the topic software systems documentation. In 
addition, it highlights the importance of systematic review on 
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the considered topic. Section II illustrates the methodology 
which has been employed in this paper and formulated the 
research question. In addition, the main findings statistically 
shown and discussed. Section III has been divided into two 
subsections. The first subsection concludes the discussion on 
the findings and demonstrates the trends in the software 
documentation publications. The second subsection reviews 
and discusses the primary studies found in this research and 
categorizes them into two categories. Finally, Section IV draws 
conclusions on this research. 

II. METHODOLOGY 

Budgen et al. and Kitchenham [20], [21] have described a 
systematic review methodology which this study applies. The 
methodology enables conducting the reviews objectively and 
structurally. Furthermore, the methodology allows 
demonstration of broader picture of the topic of software 
documentation by categorizing the results into primary and 
related to the topic under consideration. 

1) Research question: What are the unveiled trends and 

issues in relation to software documentation in the last 10 

years? 

The above research question can be responded to by first 
exploring the software documentation topic, then, investigating 
the existing techniques and tools which are employed. 
Consequentially, issues and difficulties will be highlighted and 
identified. Therefore, the keywords leading the search in the 
well-known databases have been enumerated. These keywords 
are software system documentation - software documentation - 
system documentation - automated documentation - software 
knowledge documentation - computer software documentation 
- software engineering documentation. 

2) Sources selection: Bearing in mind the aforementioned 

keywords, a search query has been formulated as shown in 

Table I. An OR logical operator has been used in order to 

combine results that are related to the search. In addition, to 

narrow the range of the results, double quotation marks (“”) 

have been applied to surround the keywords. 

TABLE I.  SEARCH QUERY 

Search query 

“software system documentation” OR “software 

documentation” OR “system documentation” OR 
“automated documentation” OR “software knowledge 

documentation” OR “computer software documentation” 

OR “software engineering documentation" 

After formulating the Search query, it has been entered to 
The Saudi Digital Library (SDL) [22] search engine. SDL is an 
online digital library resource that allows searching in many 
well-known digital libraries such as Springer, IEEE Digital 
Library, ACM Digital Library, SAGE, ScienceDirect, and 
other publishers. Different types of research items can be 
found; however, the results were grouped into four main 
categories. The first category is Conference Paper. Second 
category is Journal papers which include journal Article, Case 
Study papers, and Review Papers. Third category is Books 
which include books, handbooks, Thesis, and technical reports. 
Fourth category is Others which include else results. 

This paper’s goal is to investigate the topic of software 
documentation in the past 10 years, so, an exclusion criterion 
of year of publication has been applied and configured to 
include work which has been done between the years 2014 and 
2024. In addition, another exclusion criterion was the language 
of publication as non-English publications have been 
eliminated during the search process by configuring the search 
engine to exclude them before displaying the results from the 
digital libraries. Finally, inclusion criterion relies on the 
analysis of several aspects in found results. These aspects are 
title, keywords, abstract, and conclusion. So, the analysis is the 
process of manually reading deciding for publications to be 
considered relevant or not. 

Table II illustrates the results of the searching process. It is 
clear in the table that the first results after applying the query 
string was total of 7482 publications found in different source. 
However, this number includes the repeated items and the 
flawed entries of the items. Therefore, it was necessary to 
accurate the results by eliminating those items. Consequently, 
the total number of publications declined to be 3453 items. 

Inclusion criterion was then applied manually to determine 
the relevance of remaining items by scanning the keywords, 
abstracts, and conclusions. The process resulted in eliminating 
more items. A total of 1654 items are the relevant items to be 
investigated and studied in order determine the results of 
primary studies to the topic of software documentation. 

TABLE II.  NUMBER OF PUBLICATIONS FOUND FROM DIFFERENT 

SOURCES 

Sources 
Publication 

Search 

date 

Foun

d 

Not 

repeated 

Relevan

t 

Primar

y 
% 

Springer 

Link 

3 Jan 

2024 
612 411 378 0 0% 

IEEE 

Digital 

Library 

3 Jan 
2024 

125 82 65 5 17% 

ACM 
Digital 

Library 

3 Jan 

2024 
41 34 12 6 21% 

SAGE 
3 Jan 
2024 248 188 90 0 0% 

ScienceDir

ect 

3 Jan 

2024 41 39 21 0 0% 

Other 
Publishers 

3 Jan 
2024 6415 2699 1088 18 62% 

Total 7,48

2 
3453 1654 29 

100

% 

It can be seen in Fig. 1 that relevant found publications to 
the topic of software documentation are divided into six 
categories. The categories are based on the reputation of the 
publisher. Therefore, five categories are designated to leading 
and well-known publishers which are Springer, IEEE, ACM, 
SAGE, and ScienceDirect. All other publishers have been 
considered in one category as “other publishers”. 

Fig. 1 illustrates 66% of the relevant found publications to 
the topic of software documentation are from other publishers 
which have less reputation than the leading publishers. 
However, 23% of relevant found publications are from 
Springer. Having this in mind, 378 relevant publications to the 
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topic of software documentation for the last 10 years in a well-
known publisher such as Springer are not a considerable 
number of publications. This might raise a question on the 
reasons behind the low number of publications in the topic of 
software documentation in such leading and well-known 
publishers. 

 

Fig. 1. Relevant studies from different publishers. 

With regards to the primary studies shown in Table II, they 
are the studies that are major in the topic of software 
documentation. A complete list is included in Appendix A. 
These studies are identified to be primary after a manual 
excessive analysis and in depth reading of the relevant studies. 
The main criterion to identify the primary studies is the goal of 
the research. In particular, if the relevant study is offering a 
new model, approach, solution, explanation, case study, 
comparison, or/and review, then that relevant study is 
considered to be a primary study to the topic of software 
documentation. 

III. RESULTS AND DISCUSSION 

A.  Trends in Software Documentation Publications 

This section is to discuss the findings on the collected data 
and the analysis of results of the conducted reviews. The main 
finding is that the topic of software documentation has not 
been considered sufficiently for research in the past 10 years, 
especially by well-known and leading publishers. This can be 
seen clear form the results shown in the previous section. 

Fig. 2 illustrates the publications of relevant studies to the 
topic of software documentation over the last 10 years. From 
Fig. 2, a growing interest can be noticed from the year of 2020 
in the publication is a well-known publisher which is Springer. 
However, this interest in the topic of software documentation 
has remained unnoticed in publications of other well-known 
publishers. 

Table III demonstrates the types of relevant publications 
found. Three main categories of publications which are 
conference papers, journal papers, and book. Regarding journal 
papers, this includes regular article papers, Case Study papers, 
Review Paper. On the other hand, Books category includes 
books, handbook, Technical Report, and Thesis. Finally, all 
other publication types were classified into “Others” category. 

 
Fig. 2. Relevant studies from different publishers. Publications in the past 10 

years on software documentations. 

TABLE III.  TYPES OF PUBLICATIONS OF RELEVANT STUDIES 

Sources 
Conference 

Paper 

Journal 

Paper 
Books others Total 

Springer Link 3 348 1 26 378 

IEEE Digital 

Library 
25 10 0 30 65 

ACM Digital 
Library 

0 8 0 4 12 

SAGE 0 38 51 1 90 

ScienceDirect 0 12 0 9 21 

Other 

Publishers 
14 633 122 319 1088 

Table III shows that the majority of relevant publications 
on software documentation are journals papers. Fig. 3 
illustrates that around 63% of all relevant publications on the 
topic of software documentation over the past 10 years are 
journal papers. It is worth noting that from the leading and 
well-known publishers, SAGE has an outstanding interest on 
relevant books on the topic of software documentation. 

 
Fig. 3. Types of relevant studies. 

B. State of Arts Studies 

This section discusses the primary studies found in the 
systematic review on software documentations. The studies 
have been classified into three main divisions shown in the 
following subsections which are: 1) software documentations 
reviews, issues, and best practices; 2) software documentation 
models and tools. 
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1) Software documentations reviews, issues, and best 

practices: Many have introduced best practices and required 

attributes of software documentation [15], [23], [24], [25], 

[26]. Other researchers [17], [18], [27], [28] have considered 

software documentation issues which might be addressed 

earlier, throughout, and/or afterwards the process of the 

software documentations. 

Uddin et al. [15] have conducted two surveys based on 
their previous work [23] on Application Programming 
Interface (API) documentation. First, the authors designed a 
three-questions survey circulated among IBM Canada labs. 
The number of participants was 69 with the following job 
titles: developer, architect, tester, and consultant. Second, the 
authors designed a seven-questions survey circulated among 
developers and architects at IBM Canada and UK. This time, 
the number of participants was 254. The authors concluded that 
the API documentation suffers contents issues which are 
related to the fact that the engagement of experts is needed in 
the documentation of API. 

Rai et al. [29] have conducted a review on the topic of 
source code documentation over last 10 years. The authors 
formed six research questions that were to be answered. These 
questions focused on the methodologies, tools, and evaluation 
means for source code documentation. In addition, the authors 
found that source code documentation has grown interest from 
researchers and automatic generation of source code 
documentation begins to use Deep Learning approaches instead 
of Information Retrieval approaches. 

Lethbridge et al. [6] have published a study in order to 
gather best practices in software documentation. The authors 
conducted a study that includes surveying, interviewing, and 
observing software engineers. in addition, the authors 
investigate the tools used by these software engineers. The 
findings of the study can be summarized in the followings: 1) 
focus on requirements documentation and high-level 
documentation of the systems rather than complete and 
UpToDate documentation; 2) focus on simple and customized 
documentation rather than forcing the use of particular 
documentations methods or tools. This is to avoid time 
overhead and complexity. 

Forward et al. [18] have investigated the tools and 
technologies used in software documentations. The authors 
divided software documentation into six types of documents 
namely requirements, specifications, detailed design, and low 
level design, architecture, and QA documents. The main 
findings can be summarized as follows: 1) software documents 
are important and useful even if they are obsolete; 2) tools for 
software documentations are needed to automate the process 
and should be chosen based on the nature of the software 
project. 

Santos et al. [7] have conducted a review on software 
documentation in order to check the essential quality attributes 
in software documents. In addition, the authors reviewed the 
best practices for software documentation from 14 different 
publications in order to establish relations between the quality 
attributes and the best practices offered in those publications. 

De Souza et al. [16] have studied the impact of Agile on 
software documentations. The authors highlighted the software 
development using Agile relies on informal communication 
which might lead to lack of software documentation or 
obsolescence. The authors addressed the issue that might face 
documentation teams as they immensely require 
documentation to accomplish their tasks. 

Aghajani et al [9], [19] have conducted an empirical study 
to investigate the issues in software documentation. The 
outcome of the study has shown 162 types of software 
documentation issues linked to tools, process, and 
presentations of information. In addition, the authors believe 
that the attitude and experience of people involved in the 
software documentation process are important factors in the 
success or failure of software documentation. 

Meng et al. [30] have conducted a study to investigate the 
learning strategy that developers use when they encounter API 
documentation. The study was carried out using interviews and 
questionnaire methodologies on 17 developers who have been 
asked 45 questions in the interview and to answer online 
survey of 39 questions. Main findings showed that 
documentation of API lack of clarity and completeness. 
Moreover, un-updated documentation is another recurring issue 
in API documentation. 

In 2015, Zhi et al. [31] reviewed 69 research articles 
published between the years 1971-2011 on software 
documentation in order to study the impact of documentation 
on cost and quality. The authors concluded their review with 
several findings which can be summarized as: 1) main quality 
attributes that should be in the documentation are 
completeness, accessibility, and consistency; 2) most of the 
evaluation on the documentation models are on a single case 
study or academic prototypes. 

2) Software documentation models and tools: Falessi et al. 

[13] have conducted an empirical study on 50 postgraduate 

students in order to evaluate the effect effects using different 

techniques of Design Decision Rationale Documentation 

(DDRD). The focus on the experiment is to check how 

different groups react in requirements change. 

Kajko-Mattsson [17] has introduced a model for software 
documentations that serves corrective maintenance. The model 
includes 19 requirements with each has a set of goals. The 
model has been examined by surveying 18 different Swedish 
organisations with the use of interview mean. The author 
reported that the results show that collaboration with 
maintenance teams is to the minimum and the maintenance 
teams are absent from the documentation process. This has led 
to inadequate support for decision making for any change as 
well as quality assurance costs time and effort. 

Bachmann et al. [32] have introduced their model for 
documenting software architecture. The model aims to 
document layered view of the architecture of the software 
system. The main purpose is to provide documentation that 
helps in sharing understanding of the system, tracing the 
changes, and discussing trade-offs. In addition, the model 
clearly identifies different views of the software architecture 
based on the audience of the documentation. 
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Falessi et al. [12] have introduced value-based (VD) 
method for software documentation in particular 
documentation of design decision. The proposed method aims 
to enhance the use of DDRD approach and is called VD 
DDRD. The authors conducted an experiment in order to 
validate their approach and the results show that VD DDRD 
can moderate inhibitions which might be shown using DDRD. 

Aguiar et al. [8] have introduced a methodology for 
software documentation in particular documenting object-
oriented frameworks. The authors have addressed several 
issues that need to be considered when documenting 
frameworks. These issues are related to quality, processes, and 
tools. The approach is tailored to help naïve software engineers 
in documenting software frameworks. The approach addresses 
three roles namely writers, developers, and documentation 
managers. In addition, it emphasizes on the collaborations and 
involvement throughout the development process. 

Véras et al. [33] have introduced an approach which helps 
assessing the software requirement specifications. The 
approach aims to provide a benchmark for the assessment 
process. Three checklists are offered by the approach which is 
based on the standardizations of Packet Utilization Standard 
(PUS) by European Cooperation for Space Standardization 
(ECSS) standards. 

Farwick et al. [34] have proposed a semi-automatic 
approach that document Enterprise Architecture (EA). The 
approach is composed of 4 models each of which needs manual 
interventions. The authors aim to overcome academic 
approaches offered by Hauder et al. [35]. Although the 
approach is promising, evolution and more case studies are 
needed to mature it. 

Mathrani et al. [36] have proposed a new approach for 
software documentation that relies on the use of a quality 
management standards model (ISO 9001). The approach has 
been case studied on healthcare software with teams applying 
Scrum methodology for software development. The authors 
reported that issues such as incompleteness and ambiguity 
might rise due to the constraints in ISO 9001. 

Aversano et al. [37] have proposed a quality model that 
evaluates the documentation of Enterprise Resource Planning 
(ERP) software. The model aims to investigate different quality 
attributes of the documentations. These attributes are linked 
either to content or to structures. Main purpose is to ensure 
readability and completeness of the documentation. The model 
has been experimented with in the open-source ERP systems, 
however, more case studies are required in order to generalize 
the results. 

Carvalho et al. [38] proposed a tool named Documentation 
Mining Open-Source Software (DMOSS) for evaluating the 
quality of software documentation of non-source code 
information. The tool has been tested on 4 open-source codes. 
The tool aims to help maintainers in understanding the 
software. 

Theunissen et al. [39] have introduced a model composed 
of three approaches for software documentation. The model 
focuses on categorizing software knowledge into 3 types 
namely acquiring, building, and transferring knowledge. These 

types highlight the information to be documented based on the 
stage of the software life cycle. However, the model has not 
been evaluated. 

Rong et al. [40] introduced a new approach named 
DevDocOps which can be integrated to DevOps in order to 
automate the process of software documentation. The approach 
has been implemented and evaluated in telecommunication 
enterprise and the results were promising. 

Krunic [41] have studied the benefits and difficulties of 
Documentation as Code (DaC) in vehicle software. The author 
conducted a case study with 150 participants as software 
engineers. The author concluded the research by providing a 
model as a guideline for applying DaC and assessing the 
quality of documentation. 

Kazman et al. [42] have introduced a method to 
architecturally document open-source software. The authors 
designed a case study to experiment their method on Hadoop 
Distributed File System (HDFS). However, the results showed 
that the proosed method had an effect on the project of HDFS. 

Righolt et al. [43] have introduced a tool named Code 
Diary for automatically documenting decisions from SAS 
source code. Unlike similar tools, the authors claimed that the 
proposed tool Code Diary aims to produce code documentation 
for researchers and other audiences. However, no graphical 
user interface is available for the tool. 

AlOmar et al. [44], [45] have proposed a model that acts as 
a data set for the documentation of refactoring process of the 
software. The authors conducted an experiment of 5 stages that 
has the documentation as the last stage. The experiment carried 
out over 800 open-source java code found in GitHub. 

Geist et al. [46] have introduced their approach which 
employs Machine Learning, in specific, Deep learning in order 
to re-document legacy software system from their source code 
the exploitation of the comments found in the source code. The 
authors developed the tool based on the approach in one of the 
well-known automotive companies. However, the 
generalization aspect of the approach remains in maturing 
process. 

Bhatia et al. [47] proposed an automated tool for code 
documentation that is based on the ontology-driven 
development. The authors examine the tool with comparison to 
a manual tool named WCopyfind. The authors reported that the 
tool can generate documentation in two types which are 
targeting human and machine audiences. 

Bastos et al. [48] have proposed an approach that aims to 
help orgnisations in documenting the software project 
development. The approach employs the ontology 
methodology. The authors evaluated the approach using a 
questionnaire circulated to 8 postgraduate students as 
participants. In addition, the authors reported that the results 
cannot be generalized due to the low number of participants. 

IV. CONCLUSION 

In this paper, a systematic review of the topic of software 
documentation has been conducted. Budgen et al. and 
Kitchenham [20], [21] methodology of carrying out systematic 
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review was employed in this research. The main purpose of 
this research was to investigate the trends and issues related to 
software documentation in the last 10 years. An important 
remark is that Software documentation plays a significant role 
in quality assurance of software [49]. Therefore, it was 
essential to investigate the research trends in the topic and the 
related issues. The main conclusions can be summarized in the 
following points: 

1) Software documentation has not been sufficiently 

considered as a research interest in the last 10 years. 

2) There is a collective recognition that documentation is a 

difficult process and has many problems. In addition, 

maintenance teams are the effected party with poor 

documentation. 

3) Three types of documentation can be deemed. First is 

the initial documentation, for example SRS documents. 

Second are the ongoing documentations, for example TODO 

lists. Third is the final documentation which includes user 

manuals. 

4) Despite the model being followed in the documentation 

process, the majority of found primary studies considered the 

quality of software documentations. 

5) Most tools for software documentations are focused on 

reverse documentations from the source code. This might lead 

to the loss of the lessons learned and decisions made as they 

were not previously documented. 

6) Automated tools for documentation are in high demand. 

7) Despite the importance of software documentation in 

the quality of software, developers tend not to pay attention to 

it. 

Future research endeavors will focus on developing a 
comprehensive, standardized model for software 
documentation that exhibits broad applicability across diverse 
software systems. Furthermore, this investigation will delve 
into the identification of ambiguities within existing software 
documentation typologies and establish interconnections 
between these categories to facilitate seamless transitions based 
on the specific developmental phase. 
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